
A Graded Monad for the Local
Freshness Semantics of Nominal
Automata with Name Allocation

Bachelor’s Thesis in Computer Science

Hannes Schulze

Advisor: Prof. Dr. Lutz Schröder

Erlangen, August 21, 2025





Disclaimer

Ich versichere, dass ich die Arbeit ohne fremde Hilfe und ohne Benutzung anderer als der
angegebenen Quellen angefertigt habe und dass die Arbeit in gleicher oder ähnlicher Form noch
keiner anderen Prüfungsbehörde vorgelegen hat und von dieser als Teil einer Prüfungsleistung
angenommen wurde. Alle Ausführungen, die wörtlich oder sinngemäß übernommen wurden,
sind als solche gekennzeichnet.

Erlangen, 21. August 2025
Hannes Schulze

3





Abstract

Nominal sets can be used to model data languages, which are languages over infinite alphabets.
Regular nominal automata with name allocation (RNNA) first produce bar strings containing
bound atoms that can be renamed under alpha-equivalence. Under local freshness semantics,
the language generated by such automata contains all alpha-equivalent bar strings with the
binders removed.

In this thesis, we present a coalgebraic definition for the trace semantics of RNNA in the
framework of graded semantics. First, we define a general syntax and semantics for nominal
algebra which can be used to define graded algebraic theories over nominal sets. It can then
be shown that every such graded theory induces a graded monad over the category of nominal
sets. We proceed provide an explicit description of a graded theory that can be used to capture
exactly the trace semantics under local freshness.
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1 Introduction

Data languages, which are languages over infinite alphabets, are useful for modeling commu-
nication between processes where the range of values is infinite. As such, there is a desire to
describe such languages using conservative extensions of regular automata for finite alphabets
[NSV04]. Nominal automata with name allocation [Sch+21] provide such an extension, which
is built around nominal sets [Pit13], a theory defining name abstraction and alpha-equivalence
in an abstract setting.

These nominal automata introduce binders into the transitions of the automaton. A state
may have free transitions and bound transitions. Bound transitions are closed under alpha-
equivalence, thus introducing ”placeholders” or ”variables:” If there is a bound transition from
one state to another, there are also transitions to all states that are alpha-equivalent to that
successor state. Such automata can be constructed from a finite description by requiring that
every state be finitely branching up to alpha-equivalence, even though there may be infinitely
many transitions from any given state through alpha-equivalence. To describe their semantics,
we first consider all words literally accepted by the automaton, including the binders. Then,
under local freshness semantics, we consider all alpha-equivalent representatives of these words
[Sch+21].

The goal of this thesis is to give a description of this semantics using graded semantics [MPS15].
This is a generic framework for describing the trace semantics of automata built around uni-
versal coalgebra [Rut00] – a generalization of state-based systems with transition relations. In
systems such as labeled transition systems and regular automata, a family of transition rela-
tions specifies whether there is a transition from one state to another, where the states are
elements of a set. Universal coalgebra extends this concept to arbitrary categories for states,
defining the branching behavior of states as an endofunctor over that category. An instance of
such a system is then given as a coalgebra for this functor. The graded semantics is based on
encoding the pretraces of such systems, which consist of the traces and their respective post-
states. These can be captured using graded monads, using grades to specify the depth of the
pretraces; the unit corresponds to an empty pretrace for a state and multiplication corresponds
to concatenating two pretraces. The graded semantics of a system can then be given using a
natural transformation from the functor describing the system type into the graded monad. In
the past, this framework has been used to formalize various equivalences for types of systems
[For+25; FMS20] and multiple behavioral distances [DMS20].

To demonstrate the application of this framework to nominal automata with name allocation,
we will first define a suitable notion of graded theories over nominal sets. These are algebraic
equational theories that can be shown to induce graded monads in an abstract setting. This
is inspired by similar formalizations for other categories [MPS15; For+25; FMS20]. We then
give an explicit description of how the local freshness semantics of nominal automata can be
formalized using this framework.
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2 Preliminaries

We will first summarize some basic foundations of nominal sets, graded semantics, and nominal
automata.

Throughout this thesis, we will fix a countably infinite set A of atoms.

2.1 Nominal Sets

We will start with some basic definitions and statements from nominal sets. For a more complete
overview, see other sources [Pit13].

In the following, we let Perm(A) denote the group of permutations on A; this is the set of
bijective functions π : A → A such that π(a) = a for almost all a ∈ A. Recall that Perm(A)
operates on a set X with a group action · : Perm(A)×X → X if id·x = x and π ·(τ ·x) = (π◦τ)·x
for all π, τ ∈ Perm(A) and x ∈ X. Given a set X equipped with such a group action ·, we will
often write πx instead of π · x. We recall some definitions regarding these permutation actions.

Definition 2.1 ([Pit13]). Let X,Y be sets equipped with permutation actions.

1. A function f : X → Y is equivariant if f(πx) = πf(x) for all x ∈ X and π ∈ Perm(A).

2. A relation R ⊆ X × X is equivariant if x R y implies πx R πy for all x, y ∈ X and
π ∈ Perm(A).

3. The orbit of x ∈ X is Perm(A) · x := {πx : π ∈ Perm(A)}.

4. If x ∈ X, then fix(x) := {π ∈ Perm(A) : πx = x} is the set of permutations fixing x.

5. If S ⊆ X, then Fix(x) :=
⋂

x∈S fix(x) is the set of permutations fixing S.

This allows us to define a notion of variables upon which an element in a set ”depends”:

Definition 2.2 (Support [Pit13]). Let X be a set equipped with a permutation action. A set
S ⊆ A supports an element x ∈ X if Fix(S) ⊆ fix(x).

Definition 2.3 (Nominal Sets [Pit13]). A set X equipped with a permutation action is a
nominal set if every element x ∈ X is finitely supported by some set S ∈ Pf(A).

It easily follows that every element x in a nominal set has a least support, which we will denote
supp(x). We will sometimes refer to it as the support of x. If an atom a does not occur in the
support of x, we call it fresh for x and write a#x.

Example 2.4. The set of λ terms, equipped with the permutation action which renames the
variables in a term, forms a nominal set [Pit13]. In this context, supp(λx.x y) = {x, y}.

Since the support intuitively represents the names an element ”depends” on, two permutations
applied to an element yield the same results if the permutations are equal for all atoms in the
support:
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Proposition 2.5. If π, π′ ∈ Perm(A) and x ∈ X with π(a) = π′(a) for all a ∈ supp(x), then
πx = π′x.

Proof. For every a ∈ supp(x), we have π(a) = π′(a) and thus a = π−1(π′(a)). It follows that
π−1π ∈ Fix(supp(x)) and with this also π−1π′x = x.

The class of all nominal sets forms a category with equivariant functions as morphisms, which
we will refer to as Nom.

Proposition 2.6. If f : X → Y is an equivariant function between nominal sets, then
supp(f(x)) ⊆ supp(x) for all x ∈ X. If f is injective, then supp(f(x)) = supp(x).

Proof. Shown elsewhere [Pit13, Lemma 2.12].

Of particular interest will be the name abstraction functor :

Definition 2.7 (Name Abstraction Functor [Pit13]). Let the functor [A](−) : Nom → Nom be
defined by

[A]X = (A×X)/=α,

([A]f)(〈a〉x) = 〈a〉f(x),

where the relation =α is defined as

(a, x) =α (a′, x′) ⇔ ∃c ∈ A \ supp(a, a′, x, x′). (a c)x = (a′ c)x′,

and the name abstraction 〈a〉x is the equivalence class of (a, x).

Proposition 2.8. If a, a′ ∈ A and x, x′ ∈ X, then 〈a〉x = 〈a′〉x′ iff one of the following
statements is true:

1. a = a′ and x = x′

2. a 6= a′, a#x′, and x = (a a′)x′.

Proof. Shown elsewhere [Pit13, Lemma 4.3].

Proposition 2.9. Alpha-equivalence is an equivariant relation, in that for a, a′ ∈ A, x, x′ ∈ X,
and π ∈ Perm(A), we have

π〈a〉x = 〈πa〉πx = 〈πa′〉πx′ = π〈a′〉x′ ⇔ 〈a〉x = 〈a′〉x′.

Proof. Shown elsewhere [Pit13, Section 4.2].

Given a nominal set X, we refer to the of finitely supported subsets as Pfs(X). Equipped with
element-wise permutation, this is itself a nominal set [Pit13]. Furthermore, we call a nominal
set orbit-finite if the permutation action on it only has finitely many orbits.

Proposition 2.10. The binary set operations ∪,∩, \ on finitely supported sets are equivariant.
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Proof. For ∪: Let π ∈ Perm(A), L1, L2 ∈ Pfs(X). First, assume πx ∈ πL1 ∪ πL2. W.l.o.g.
assume that πx ∈ πL1, and thus x ∈ L1 ⊆ L1 ∪ L2. Then it follows that πx ∈ π(L1 ∪ L2).
Conversely, assume πx ∈ π(L1 ∪L2), and thus x ∈ L1 ∪L2. W.l.o.g. assume that x ∈ L1. Then
it follows that πx ∈ πL1 ⊆ πL1 ∪ πL2.

For ∩ and \: Shown elsewhere [Pit13, Proposition 1.9].

Proposition 2.11. If f : X → Y is equivariant, then the direct image of finitely supported sets
f [·] : Pfs(X) → Pfs(Y ) is also equivariant.

Proof. Let L ∈ Pfs(X) and π ∈ Perm(A). We have to show that f [πL] = πf [L].

First assume that f(πx) ∈ f [πL] with πx ∈ πL, where x ∈ L. By definition, we have f(x) ∈
f [L]. It follows from the equivariance of f that f(πx) = πf(x) ∈ πf [L].

Conversely, assume that πf(x) ∈ πf [L] with f(x) ∈ f [L], where x ∈ L. By definition, we have
πx ∈ πL and, by equivariance of f , πf(x) = f(πx) ∈ f [πL].

The following are some useful properties of equivariant equivalence relations ∼ ⊆ X ×X.

Proposition 2.12. The canonical projection [·]∼ : X → X/∼ is equivariant: If x ∈ X and
π ∈ Perm(A), then [πx]∼ = π[x]∼.

Proof. First, assume that y ∈ [πx]∼; i.e., y ∼ πx. Since ∼ is equivariant, it follows that
π−1y ∼ x. Because of this, we get π−1y ∈ [x]∼ and thus y = ππ−1y ∈ π[x]∼.

Conversely, assume that πy ∈ π[x]∼, with y ∈ [x]∼. This means that y ∼ x. It follows from the
equivariance of ∼ that πy ∼ πx and thus πy ∈ [πx]∼.

Proposition 2.13. A finite set of atoms S ∈ Pf(A) supports an equivalence class [x]∼ ∈ X/∼
iff πx ∼ x for all π ∈ Fix(S).

Proof. Let π ∈ Fix(S). It follows from Proposition 2.12 that π[x]∼ = [πx]∼ and, by assumption,
[πx]∼ = [x]∼.

Proposition 2.14. If [x]∼ ∈ X/∼ is an equivalence class, then supp([x]∼) =
⋂
{supp(y) : y ∈

[x]∼}.

Proof. Shown elsewhere [Pit13, Proposition 2.30].

Corollary 2.15. If x ∈ X is an equivalence class and a#[x]∼, then there exists some x̃ ∈ X
with x̃ ∼ x and a#x̃.

Proof. Follows directly from Proposition 2.14 and the definition of
⋂

.

2.2 Nominal Automata with Name Binding

With nominal sets as a foundation, we can recall how nominal automata with name allocation
can be used to describe data languages [Sch+21].

We will start by defining words with binders in them:
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Definition 2.16 (Extended Bar Alphabet and Bar Strings [Sch+21]). The extended bar
alphabet Ā is defined as

Ā = A ∪ { a : a ∈ A}.

We refer to words over Ā as bar strings. Equipped with the letter-wise permutation action,
the set of bar strings Ā? is a nominal set.

Definition 2.17 (Alpha-Equivalence between Bar Strings [Sch+21]). We define alpha-equivalence
on bar strings as the equivalence ≡α generated by

w av ≡α w bu if 〈a〉v = 〈b〉u in [A]Ā?.

We will denote the equivalence class of a word w ∈ Ā? as [w]α.

Using name abstraction introduced in Definition 2.7, we can first define the requirements of
regular nondeterministic nominal automata in the following way:

Definition 2.18 (RNNA [Sch+21]). A regular nondeterministic nominal automaton
(RNNA) is a tuple (A,→, s, F ) consisting of

• an orbit-finite set Q of states,

• an equivariant subset → ⊆ Q× Ā×Q, called the transition relation,

• an initial state s ∈ Q,

• an equivariant subset F ⊆ Q of final states,

such that

1. The relation → is α-invariant: If s a−→ q and 〈a〉q = 〈a′〉q′, then s
a′−→ q′.

2. The relation → is finitely branching up to α-equivalence: For every state s ∈ Q, the sets
{(a, q) : s a−→ q} and {〈a〉q : s

a−→ q} are finite.

The relation → is extended to words in the usual manner.

Since we will only consider trace semantics, we will always assume F = Q. We will often view
RNNAs as orbit-finite coalgebras γ : Q → H(Q) for the functor H given by

H : Nom → Nom,

H(X) = Pf(A×X)× Pf([A]X).

Note that there are some significant changes from the original definition [Sch+21]: Since F = Q,
there is no need to indicate whether a state is final. In addition, the power sets are not ufs, but
finite – since we are only considering orbit-finite coalgebras, the two are equivalent [Sch+21,
Lemma 2.2].

We will continue to describe the semantics of an RNNA:

Definition 2.19 (Literal and Bar Languages [Sch+21]). The literal language generated by
a state s ∈ Q of an RNNA given by γ : Q → H(Q) is defined as

L0(s) = {w ∈ Ā? : s
w−→ q for some q ∈ Q}.

The bar language generated by s is the quotient

Lα(s) = L0(s)/≡α.
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Definition 2.20 (Local Freshness Semantics [Sch+21]). The local freshness semantics of a
bar language L is given by

D(L) = {ub(w) : [w]α ∈ L}.

Example 2.21. Consider the RNNA given in Figure 2.1 with a countably infinite alphabet
A = {a, b, c, . . .}.

s0 s1 s2

s3

b b

a

Figure 2.1: An RNNA, only showing one representative for alpha-equivalent transitions.

With this definition, we get

L0(s0) = { bb, ba, cc, ca, dd, da, . . .},
Lα(s0) = {[ bb]α, [ ba]α},

D(Lα(s0)) = {aa, bb, ba, cc, ca, dd, da, . . .}.

We will use the following statement, which provides information about the support of a successor
state of a state:

Proposition 2.22. Let s, q ∈ Q be states of an RNNA given by γ : Q → H(Q) and a ∈ A.

1. If s a−→ q, then supp(q) ∪ {a} ⊆ supp(s),

2. If s a−→ q, then supp(q) ⊆ supp(s) ∪ {a}.

Proof. Shown elsewhere [Sch+21, Lemma 5.4].

2.3 Graded Semantics

Next, we will give a summary of graded semantics [MPS15].

First, recall the definition of graded monads:

Definition 2.23 (Graded Monads [MPS15]). A graded monad on a category C is a tuple
((Mn)n∈N0 , η, (µ

nk)n,k∈N0) containing

• for every n ∈ N0, an endofunctor Mn : C → C,

• a unit transformation η : Id → M0,

• for every n, k ∈ N0, a multiplication transformation µnk : MnMk → Mn+k,

satisfying

1. the unit law: ∀n ∈ N0. µ
0,n · ηMn = idMn = µn,0 ·Mnη,

2. the associative law: ∀n, k,m ∈ N0. µ
n,k+m ·Mnµ

k,m = µn+k,m · µn,kMm.

Intuitively, Mn(X) captures pretraces of length n with poststates from X. Given a functor
describing the branching type of a system, we can then give a ”translation” from a branching
step into the pretrace monad. This ”translation” is described by a graded semantics:
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Definition 2.24 (Graded Semantics [MPS15]). A graded semantics for G-coalgebras consists
of

• a graded monad ((Mn), η, (µ
nk)),

• a natural transformation α : G → M1.

Given a G-coalgebra γ : X → G(X), the α-pretrace sequence is then given by

γ(0) = (X
ηX−−→ M0(X)),

γ(n+1) = (X
αX◦γ−−−→ M1(X)

M1(γ(n))−−−−−→ M1(Mn(X))
µ1n
X−−→ Mn+1(X)),

and the α-trace sequence is defined as (Mn(!) ◦ γ(n) : X → Mn(1))n∈N0 , where ! is the
morphism into the terminal object of the category.

We call two G-coalgebras γ : X → G(X) and δ : Y → G(Y ) α-trace equivalent if Mn(!)◦γ(n) =
Mn(!) ◦ δ(n) for all n ∈ N0.

By lifting the morphism to the terminal object into the graded monad, we ”forget” about the
poststates in the pretraces. This can be seen for labelled transition systems:

Example 2.25 (Labelled Transition Systems [MPS15]). We can view labelled transition sys-
tems as coalgebras for the functor G : Set → Set with

G(X) = P(A×X),

where for every state, we give a set of transitions to other states.

The graded semantics with Mn(X) = P(An ×X) and α = id describes the trace-semantics of
LTS: Let γ : X → G(X) describe the the LTS shown in Figure 2.2.

s0 s1 s2

s3

a b

c

Figure 2.2: A depiction of an LTS.

At depth 2, we have

γ(2)(s0) = {(ab, s2), (ac, s3)},
(Mn(!) ◦ γ(2))(s0) ∼= {ab, ac},

matching exactly the traces of length 2.

On Set, it can be shown that every graded monad is induced by a graded theory, given by
a (possibly class-sized) signature Σ, a class E of equational axioms, and a depth assignment
d(f) ∈ N0 for every f ∈ Σ, such that all axioms have a uniform depth (i.e., variables have
uniform depth 0 and f(t1, . . . , tk) with d(f) = k has uniform depth n+ k if all ti have uniform
depth n) [MPS15]. In particular, every such theory induces a graded monad ((Mn), η, (µ

n,k)),
where Mn(X) consists of terms over X of uniform depth n modulo derivable equality, η converts
variables into terms, and µn,k collapses layered terms, ”removing” the inner equivalence classes
[MPS15]. This motivates a similar construction for nominal sets.
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There is an analogue of Eilenberg-Moore algebras for graded monads, namely graded algebras.

Definition 2.26 (Graded Algebras [MPS15]). Given a graded monad ((Mn), η, (µ
n,k)) on C

and n ∈ N0, an Mn-algebra A consists of

• a family (Ak)0≤k≤n of objects Ak ∈ Ob(C) called carriers, and

• a family (am,k)0≤m+k≤n of morphisms am,k : Mm(Ak) → Am+k,

satisfying

1. for m ≤ n, a0,m ◦ ηAm = idAm ,

2. for m+ r + k ≤ n, am,r+k ◦Mm(ar,k) = am+r,k ◦ µm,r
Ak

.

A morphism between Mn-algebras A,B is a family (fk)0≤k≤n of morphisms fk : Ak → Bk

such that, for m+ k ≤ n, bm,k ◦Mm(fk) = fm+k ◦ am,k.

Of particular interest are graded semantics built around depth-1 graded monads, which have
compositionality properties useful for defining trace logics [MPS15, Section 8].

Definition 2.27 (Depth-1 Graded Monads [DMS20]). A graded monad ((Mn), η, (µ
nk)) is

depth-1 if the below diagram is a coequalizer in the category of M0-algebras for all X and
n ∈ N0:

M1(M0(Mn(X))) M1(Mn(X)) M1+n(X).
µ1,0
Mn(X)

M1(µ
0,n
X ) µ1,n

X

On Set, it can be shown that a graded monad is depth-1 iff all its operations and axioms have
depth at most 1 [MPS15, Proposition 3.5].
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3 Graded Theories over Nominal Sets

We will start by defining a concept of terms over nominal sets, which we will then use to
define the notion of a graded theory over nominal sets. We will then show that every such
graded theory induces a graded monad over Nom and that this graded monad is depth-1 if the
operations and equations in the theory are all depth-1 (for a reasonable definition of depth).

The syntax and semantics defined in this chapter are inspired by previous work [Gab08], but
with some notable differences: While Gabbay uses a plain set of variables and a set of freshness
assertions as the context, we will just use a nominal set of variables and use that set as the
”context”. Furthermore, instead of defining a free atom as a standalone term and bound atoms
as prefixes, we generalize this to operations taking a free or bound atom – this allows us to
construct terms that are similar to regular bar expressions.

3.1 Syntax

Definition 3.1 (Graded Signatures). A graded signature Σ is a tuple consisting of three
disjoint sets:

• a set Σ0 of pure operations,

• a set Σf of free operations, and

• a set Σb of bound operations,

along with an arity ar(f) ∈ N0 and a depth d(f) ∈ N0 for each operation f ∈ Σ0 ∪ Σf ∪ Σb.

We will write f/n ∈ Σ0 if f ∈ Σ0 and ar(f) = n, and similar for Σf and Σb.

Definition 3.2 (Nominal Terms). Given a nominal set X of variables and a graded signature
Σ, define a nominal Σ-term (over X) as

t ::= x | f(t1, . . . , tp) | a.g(t1, . . . , tq) | νa.h(t1, . . . , tr),

ranging over all x ∈ X, a ∈ A, f/p ∈ Σ0, g/q ∈ Σf , and h/r ∈ Σb.

Definition 3.3 (Uniform Depth). A nominal Σ-term t over a nominal set X of variables has
(uniform) depth n ∈ N0 iff

• t = x for x ∈ X and n = 0.

• t = f(t1, . . . , tp), where t1, . . . , tp all have uniform depth n′, and n = n′ + d(f).

• t = a.f(t1, . . . , tp), where t1, . . . , tp all have uniform depth n′, and n = n′ + d(f).

• t = νa.f(t1, . . . , tp), where t1, . . . , tp all have uniform depth n′, and n = n′ + d(f).

We define TermΣ,n(X) to be the set of Σ-terms over variables X with uniform depth n.

Note that if an operation c has arity ar(c) = 0 (meaning that it is a constant), it has uniform
depth n ∈ N0 for all n ≥ d(c).
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It follows directly from this definition that terms with uniform depth > 0 may never be just
variables. However, a term with an operation may have uniform depth 0 if the operation is
depth-0.

Definition 3.4 (Uniform Substitution). Given nominal sets of variables X,Y , a depth l ∈ N0,
and a graded signature Σ, a (uniform) substitution is a function σ : Y → TermΣ,l(X).

Its application (·)σ : TermΣ,m(Y ) → TermΣ,m+l(X) is recursively defined as

xσ = σ(x),

(f(t1, . . . , tp))σ = f(t1σ, . . . , tpσ),

(a.f(t1, . . . , tp))σ = a.f(t1σ, . . . , tpσ),

(νa.f(t1, . . . , tp))σ = νa.f(t1σ, . . . , tpσ).

Definition 3.5 (Permutation Action on terms). Given a nominal set X of variables, a depth
m ∈ N0, and a graded signature Σ, we recursively define a permutation action for π ∈ Perm(A)
on TermΣ,m(X) with

πx = π ? x,

π(f(t1, . . . , tp)) = f(πt1, . . . , πtp),

π(a.f(t1, . . . , tp)) = π(a).f(πt1, . . . , πtp),

π(νa.f(t1, . . . , tp)) = νπ(a).f(πt1, . . . , πtp),

where ? denotes the permutation action on the nominal set X. Equipped with this permutation
action, TermΣ,n(X) is a nominal set.

3.2 A Derivation System

We proceed to define the concept of a graded theory for nominal sets similar to prior works for
other categories [FMS20].

Definition 3.6 (Equations). Given a nominal set X of variables, a depth-n Σ-equation (over
X) is a pair (t, u) ∈ TermΣ,n(X)2, denoted as X `n t = u. When the depth of (t, u) is not
important, we often speak of Σ-equations.

Definition 3.7 (Graded Theories). A graded theory T = (Σ, E) consists of a graded signature
Σ and a class of Σ-equations E, referred to as axioms.

Definition 3.8 (Derivations). Given a graded theory T = (Σ, E), let derivable equations be
inductively defined by Figure 3.1.

The (axr=s) rules also include that we implicitly close the class of axioms under permutations.
We furthermore require that the substitution σ is ”derivably equivariant” (a notion formalized
below). This is to ensure that derivable equality is an equivariant relation.

Definition 3.9 (Derivable Equivariance). Given a graded theory T = (Σ, E), a uniform sub-
stitution σ : Y → TermΣ,l(X) is derivably equivariant if

X `l πσ(x) = σ(πx)

is derivable for every x ∈ Y and every π ∈ Perm(A).
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(refl)
X `0 x = x

(symm)
X `m u = t

X `m t = u
(trans)

X `m t = v X `m v = u

X `m t = u

(congf )
X `m ti = ui ∀i ∈ {1, . . . , p}

X `m+d(f) f(t1, . . . , tp) = f(u1, . . . , up)
(f/p ∈ Σ0)

(conga.f )
X `m ti = ui ∀i ∈ {1, . . . , p}

X `m+d(f) a.f(t1, . . . , tp) = a.f(u1, . . . , up)
(f/p ∈ Σf , a ∈ A)

(congνa.f )
X `m ti = ui ∀i ∈ {1, . . . , p}

X `m+d(f) νa.f(t1, . . . , tp) = νa.f(u1, . . . , up)
(f/p ∈ Σb, a ∈ A)

(axr=s)
X `l πσ(x) = σ(πx) ∀π ∈ Perm(A), x ∈ Y

X `m+l (τr)σ = (τs)σ
(Y `m r = s ∈ E, τ ∈ Perm(A))

(permf )
a#ui X `m ti = (a b)ui ∀i ∈ {1, . . . , p}
X `m+d(f) νa.f(t1, . . . , tp) = νb.f(u1, . . . , up)

(f/p ∈ Σb, a, b ∈ A, a 6= b)

Figure 3.1: System of rules for deriving equations for a graded theory T = (Σ, E).

Lemma 3.10. Let T = (Σ, E) be graded theory. If σ : Y → TermΣ,l(X) is derivably equivariant,
then X `m+l π(tσ) = (πt)σ can be derived for every t ∈ TermΣ,m(X) and π ∈ Perm(A).

Proof. By induction on t.

• For t = x with x ∈ X: Since π(tσ) = πσ(x) and (πt)σ = σ(πx), it follows directly from
the assumption that X `l π(tσ) = (πt)σ is derivable.

• For t = f(t1, . . . , tp) with f/p ∈ Σ0, t1, . . . , tp ∈ TermΣ,m′(X), and m = m′ + d(f): By
inductive hypothesis, we can derive X `m′ π(tiσ) = (πti)σ for every i ∈ {1, . . . , p}. By
applying (congf ), we get X `m f(π(t1σ), . . . , π(tpσ)) = f((πt1)σ, . . . , (πtp)σ). Finally, we
know that

π(tσ) = π(f(t1, . . . , tp)σ)

= π(f(t1σ, . . . , tpσ)) by Definition 3.4
= f(π(t1σ), . . . , π(tpσ)) by Definition 3.5,

and

(πt)σ = (π(f(t1, . . . , tp)))σ

= (f(πt1, . . . , πtp))σ by Definition 3.5
= f((πt1)σ, . . . , (πtp)σ) by Definition 3.4,

proving the statement.

• For t = a.f(t1, . . . , tp) and t = νa.f(t1, . . . , tp): Analogous to the above case.
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Proposition 3.11. Let T = (Σ, E) be a graded theory and t, u ∈ TermΣ,m(X). If X `m t = u
is derivable, then X `m πt = πu is derivable for every π ∈ Perm(A).

Proof. By induction on the derivation of X `m t = u.

• For (refl): We know that t = u = x ∈ X and m = 0, and thus πt = πx = πu. It follows
from (refl) that X `0 πt = πu.

• For (symm): We know that X `m u = t is derivable and thus, by inductive hypothesis,
X `m πu = πt. It follows from (symm) that X `m πt = πu.

• For (trans): We know that, for some v, X `m t = v and X `m v = u are derivable. By
inductive hypothesis, it follows that X `m πt = tv and X `m πv = πu. It follows from
(trans) that X `m πt = πu.

• For (congf ): We know that t = f(t1, . . . , tp), u = f(u1, . . . , up), and X `m′ ti = ui
is derivable for all i ∈ {1, . . . , p} with m = m′ + d(f). By inductive hypothesis, it
follows that X `m′ πti = πui for all i ∈ {1, . . . , p}. It follows from (congf ) that X `m

f(πt1, . . . , πtp) = f(πu1, . . . , πup). Finally, by applying Definition 3.5, we get X `m

π(f(t1, . . . , tp)) = π(f(u1, . . . , up)).

• For (conga.f ): We know that t = a.f(t1, . . . , tp), u = a.f(u1, . . . up), and X `m′ ti = ui
is derivable for all i ∈ {1, . . . , p} with m = m′ + d(f). By inductive hypothesis, it
follows that X `m′ πti = πui for all i ∈ {1, . . . , p}. It follows from (congπ(a).f ) that
X `m π(a).f(πt1, . . . , πtp) = π(a).f(πu1, . . . , πup). Finally, by applying Definition 3.5,
we get X `m π(a.f(t1, . . . , tp)) = π(a.f(u1, . . . , up)).

• For (congνa.f ): Analogous to the above case.

• For (axr=s): We know that Y `m′ r = s ∈ E and that t = (τr)σ, u = (τs)σ for a
derivably equivariant substitution σ : Y → TermΣ,l(X) with m = m′+l and a permutation
τ ∈ Perm(A). By applying (axr=s) with the permutation πτ , we get Y `m (πτr)σ =
(πτs)σ. Since, by assumption, σ is derivably equivariant, it follows from Lemma 3.10 that
Y `m π((τr)σ) = π((τs)σ) is derivable.

• For (permf ): We know that t = νa.f(t1, . . . , tp) and u = νb.f(u1, . . . , up), where a#ui
and X `m′ ti = ui is derivable for each i ∈ {1, . . . , p} with m = m′ + d(f). Furthermore,
a 6= b. By inductive hypothesis, we know that X `m′ πti = π(a b)ui is derivable for each
i, where π(a b)ui = (π(a) π(b))(πui). Since π is a bijection, π(a) 6= π(b). In addition,
since supp is equivariant, it follows that π(a)#πui. Thus, we can apply (permf ) and get
X `m νπ(a).f(t1, . . . , tp) = νπ(b).f(u1, . . . , up).

3.3 Nominal Algebras and Models

Definition 3.12 (Nominal Algebras). Given a graded signature Σ and a depth n ≤ ω, a
nominal (Σ, n)-algebra A consists of

• a family (Ai)0≤i≤n of nominal sets, called carriers,

• for f/p ∈ Σ0 with m ∈ N0,m+ d(f) ≤ n, an equivariant function fA,m : Ap
m → Am+d(f),

• for f/p ∈ Σf with m ∈ N0,m+d(f) ≤ n, an equivariant function fA,m : A×Ap
m → Am+d(f),

• for f/p ∈ Σb with m ∈ N0,m+d(f) ≤ n, an equivariant function fA,m : [A]Ap
m → Am+d(f).

A morphism between (Σ, n)-algebras A,B is a family (hi)0≤i≤n of equivariant functions
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hi : Ai → Bi satisfying the following properties:

1. For f/p ∈ Σ0 and x1, . . . , xp ∈ Am,

hm+d(f)(fA,m(x1, . . . , xp)) = fB,m(hm(x1), . . . , hm(xp)).

2. For f/p ∈ Σf , a ∈ A, and x1, . . . , xp ∈ Am,

hm+d(f)(a.fA,m(x1, . . . , xp)) = a.fB,m(hm(x1), . . . , hm(xp).)

3. For f/p ∈ Σb, a ∈ A, and x1, . . . , xp ∈ Am,

hm+d(f)(νa.fA,m(x1, . . . , xp)) = νa.fB,m(hm(x1), . . . , hm(xp)).

We define Alg(Σ, n) to be the category of nominal (Σ, n)-algebras and the morphisms between
them.

Intuitively, one can think of the elements in Ai as terms evaluated up to depth i.

Definition 3.13 (Evaluation Map). Given a nominal (Σ, n)-algebra A, a base depth k ∈ N0, k ≤
n, and an equivariant environment ι : X → Ak, the evaluation map J·Kιm : TermΣ,m(X) →
Ak+m of depth-m terms with k +m ≤ n is defined recursively by

JxKι0 = ι(x),

Jf(t1, . . . , tp)Kιm+d(f) = fA,k+m(Jt1Kιm, . . . , JtpKιm),

Ja.f(t1, . . . , tp)Kιm+d(f) = fA,k+m(a, Jt1Kιm, . . . , JtpKιm),

Jνa.f(t1, . . . , tp)Kιm+d(f) = fA,k+m(〈a〉(Jt1Kιm, . . . , JtpKιm)).

Furthermore, A satisfies a Σ-equation X `m t = u iff for every environment ι : X → Ak with
k +m ≤ n, the equality JtKιm = JuKιm holds.

Lemma 3.14. Let A be a nominal (Σ, n) and ι : X → Ak an equivariant environment. Then
the evaluation map J·Kιm is equivariant.

Proof. Let t ∈ TermΣ,m(X) and π ∈ Perm(A).

We will prove JπtKιm = πJtKιm by induction on t.

• For t = x with x ∈ X:

JπtKιm = JπxKι0
= ι(πx) by Definition 3.13
= πι(x) because ι is equivariant
= πJxKι0 by Definition 3.13
= πJtKιm.

• For t = f(t1, . . . , tp) with f/p ∈ Σ0, t1, . . . , tp ∈ TermΣ,m′(X), and m = m′ + d(f):

JπtKιm = Jπ(f(t1, . . . , tp))Kιm′+d(f)

= Jf(πt1, . . . , πtp)Kιm′+d(f) by Definition 3.5

= fA,m′(Jπt1Kιm′ , . . . , JπtpKιm′) by Definition 3.13
= fA,m′(πJt1Kιm′ , . . . , πJtpKιm′) by inductive hypothesis
= π(fA,m′(Jt1Kιm′ , . . . , JtpKιm′) because fA,m′ is equivariant
= πJf(t1, . . . , tp)Kιm′+d(f) by Definition 3.13

= πJtKιm.
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• For t = a.f(t1, . . . , tp) and t = νa.f(t1, . . . , tp): Analogous to the above case.

Definition 3.15 (Models of Graded Theories). Given a graded theory T = (Σ, E) and a depth
n ≤ ω, a (T, n)-model is a nominal (Σ, n)-algebra satisfying every axiom in E.

We define Alg(T, n) to be the full subcategory of (T, n)-models in Alg(Σ, n).

We will first prove a lemma to describe the behavior of substitutions within an evaluation, which
we will then use to prove soundness of the derivation system.

Lemma 3.16 (Substitution Lemma). Let A be a nominal (Σ, n)-algebra, ι : Y → Ak an
environment, and σ : X → TermΣ,l(X) a substitution. If κ : X → Ak+l with κ(x) = Jσ(x)Kιl is
equivariant, then JtσKιm+l = JtKκm for every term t ∈ TermΣ,m(X) with k +m+ l ≤ n.

Proof. By induction on t.

• For t = x with x ∈ X:

JtσKιm+l = JxσKιl
= Jσ(x)Kιl by Definition 3.4
= κ(x) by definition
= JxKκ0 by Definition 3.13
= JtKκm.

• For t = f(t1, . . . , tp) with f/p ∈ Σ0, t1, . . . , tp ∈ TermΣ,m′(X), and m = m′ + d(f):

JtσKιm+l = J(f(t1, . . . , tp))σKιm′+d(f)+l

= Jf(t1σ, . . . , tpσ)Kιm′+d(f)+l by Definition 3.4

= fA,m′+l+k(Jt1σKιm′+l, . . . , JtpσKιm′+l) by Definition 3.13
= fA,m′+l+k(Jt1Kκm′ , . . . , JtpKκm′) by inductive hypothesis
= Jf(t1, . . . , tp)Kκm′+d(f) by Definition 3.13

= JtKκm.

• For t = a.f(t1, . . . , tp) and t = νa.f(t1, . . . , tp): Analogous to the above case.

Theorem 3.17 (Soundness). The derivation system given in Definition 3.8 is sound: If an
equation is derivable in the system, it is also satisfied by every (T, n)-model.

Proof. Let A be a (T, n)-model and X `m t = u be derivable in Definition 3.8.

We will show that for every equivariant environment ι : X → Ak with k + m ≤ n, it follows
that JtKιm = JuKιm, by induction on the derivation of X `m t = u.

• For (refl): We know that t = u = x ∈ X, and thus JtKιm = JxKιm = JuKιm.

• For (symm): We know that X `m u = t is derivable and thus, by inductive hypothesis,
JuKιm = JtKιm.

• For (trans): We know that, for some v, X `m t = v and X `m v = u are derivable. By
inductive hypothesis, it follows that JtKιm = JvKιm = JuKιm.
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• For (congf ): We know that t = f(t1, . . . , tp), u = f(u1, . . . , up), and X `m′ ti = ui is
derivable for all i ∈ {1, . . . , p} with m = m′ + d(f). From this, we can compute

JtKιm = Jf(t1, . . . , tp)Kιm′+d(f)

= fA,m′(Jt1Kιm′ , . . . , JtpKιm′) by Definition 3.13
= fA,m′(Ju1Kιm′ , . . . , JupKιm′) by inductive hypothesis
= Jf(u1, . . . , up)Kιm′+d(f) by Definition 3.13

= JuKιm.

• For (conga.f ) and (congνa.f ): Analogous to the above case.

• For (axr=s): We know that A satisfies Y `m′ r = s with r, s ∈ TermΣ,m′(Y ) (because it
is a (T, n)-model), and that t = (τr)σ, u = (τs)σ for a derivably equivariant substitution
σ : Y → TermΣ,l(X) and a permutation τ ∈ Perm(A).

Let κ : Y → Ak+l be defined as κ(x) = Jσ(x)Kιl . We will first show that κ is equivariant:
For π ∈ Perm(A) and x ∈ Y , we know that X `l πσ(x) = σ(πx) is derivable. It follows
that

κ(πx) = Jσ(πx)Kιl by definition
= Jπσ(x)Kιl by inductive hypothesis
= πJσ(x)Kιl by Lemma 3.14
= πκ(x) by definition.

With this, we can conclude that

JtKιm = J(τr)σ)Kιm′+l

= JτrKκm′ by Lemma 3.16
= τJrKκm′ by Lemma 3.14
= τJsKκm′ because A satisfies Y `m′ r = s

= JτsKκm′ by Lemma 3.14
= J(τs)σKιm′+l by Lemma 3.16
= JuKιm.

• For (permf ): We know that t = νa.f(t1, . . . , tp) and u = νb.f(u1, . . . , up), where a#ui
and X `m′ ti = ui is derivable for each i ∈ {1, . . . , p} with m = m′ + d(f). Since a 6= b
and, by equivariance of J·Kιm′ , a#JuiKιm′ for every i, it follows from Proposition 2.8 that

〈a〉(a b)(Ju1Kιm′ , . . . , JupKιm′) = 〈b〉(Ju1Kιm′ , . . . , JupKιm′). (3.1)

It then follows by computation that

JtKιm = Jνa.f(t1, . . . , tp)Kιm′+d(f)

= fA,m′(〈a〉(Jt1Kιm′ , . . . , JtpKιm′)) by Definition 3.13
= fA,m′(〈a〉(J(a b)u1Kιm′ , . . . , J(a b)upKιm′)) by inductive hypothesis
= fA,m′(〈a〉((a b)Ju1Kιm′ , . . . , (a b)JupKιm′)) by Lemma 3.14
= fA,m′(〈b〉(Ju1Kιm′ , . . . , JupKιm′)) by Equation 3.1
= Jνb.f(u1, . . . , up)Kιm′+d(f) by Definition 3.13

= JuKιm.
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3.4 Free Models of Graded Theories

In the following section, we will fix a graded theory T = (Σ, E), a nominal set X, and a depth
n ≤ ω.

Let ∼ be the relation defined as derivable equality in T ; i.e., t ∼ u for t, u ∈ TermΣ,m(X) iff
X `m t = u is derivable in T . By Proposition 3.11, ∼ is obviously equivariant.

Lemma 3.18. The relation ∼ is a congruence relation.

Proof. We will show the required properties:

1. ∼ is reflexive: We will show that X `m t = t is derivable for all t ∈ TermΣ,m(X) by
induction on t.

• For t = x with x ∈ X: By applying (refl), we get X `0 x = x.

• For t = f(t1, . . . , tp) with f/p ∈ Σ0, t1, . . . , tp ∈ TermΣ,m′(X), and m = m′ + d(f):
By inductive hypothesis, we can derive X `m′ ti = ti for every i ∈ {1, . . . , p}. By
applying (congf ), we then get X `m f(t1, . . . , tp) = f(t1, . . . , tp).

• For t = a.f(t1, . . . , tp) and t = νa.f(t1, . . . , tp): Analogous to the above case.

2. ∼ is symmetric: Let t, u ∈ TermΣ,m(X) with u ∼ t. By definition, we can derive X `m

u = t. Applying (symm), we get X `m t = u, and thus t ∼ u.

3. ∼ is transitive: Let t, u, v ∈ TermΣ,m(X) with t ∼ v and v ∼ u. By definition, we can
derive X `m t = v and X `m v = u. Applying (trans), we get X `m t = u, and thus
t ∼ u.

4. ∼ is a congruence: By application of (congf ), (conga.f ), and (congνa.f ) respectively.

This allows us to partition TermΣ,m(X) into equivalence classes. We will denote the equivalence
class of a term t ∈ TermΣ,m(X) as [t]m ∈ TermΣ,m(X)/∼. The permutation action on the
equivalence classes is defined by applying the permutation to the elements of the equivalence
class.

Definition 3.19. The (Σ, n)-algebra F (X) is defined as follows:

• (F (X))i := TermΣ,i(X)/∼,

• fF (X),m([t1]m, . . . , [tp]m) := [f(t1, . . . , tp)]m+d(f) for f/p ∈ Σ0,

• fF (X),m(a, [t1]m, . . . , [tp]m) := [a.f(t1, . . . , tp)]m+d(f) for f/p ∈ Σf ,

• fF (X),m(〈a〉([t1]m, . . . , [tp]m)) := [νa.f(t1, . . . , tp)]m+d(f) for f/p ∈ Σb.

Lemma 3.20. The above description of F (X) is indeed a well-defined nominal (Σ, n)-algebra,
in that

1. fF (X),m is well-defined and equivariant for all f ∈ Σ0.

2. fF (X),m is well-defined and equivariant for all f ∈ Σf .

3. fF (X),m is well-defined and equivariant for all f ∈ Σb.

Proof. We will prove each statement individually:
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1. To show well-definedness, let [ti]m = [ui]m for all i ∈ {1, . . . , p}. It follows from (congf )
that f(t1, . . . , tp) ∼ f(u1, . . . , up) and thus

fF (X),m([t1]m, . . . , [tp]m) = [f(t1, . . . , tp)]m+d(f)

= [f(u1, . . . up)]m+d(f)

= fF (X),m([u1]m, . . . , [up]m).

For equivariance, let π ∈ Perm(A). Then we get

fF (X),m(π[t1]m, . . . , π[tp]m) = fF (X),m([πt1]m, . . . , [πtp]m) by Proposition 2.12
= [f(πt1, . . . , πtp)]m+d(f) by definition
= [π(f(t1, . . . , tp))]m+d(f) by Definition 3.5
= π[f(t1, . . . , tp)]m+d(f) by Proposition 2.12
= π(fF (X),m([t1]m, . . . , [tp]m)) by definition.

2. Analogous to the above case.

3. To show well-definedness, let 〈a〉([t1]m, . . . , [tp]m) = 〈b〉([u1]m, . . . , [up]m). It follows from
Proposition 2.8 that we only need to consider two cases:

If a = b, then [ti]m = [ui]m for every i ∈ {1, . . . , p} and the statement follows similar to
the above case.

Otherwise, a#[ui]m and [ti]m = (a b)[ui]m for every i ∈ {1, . . . , p}. By Corollary 2.15, we
know that there is some ũi ∈ TermΣ,m(X) with ui ∼ ũi and a#ũi for every i. It follows
from Proposition 2.12 that [ti]m = (a b)[ũi]m = [(a b)ũi]m for every i. Thus, we get

fF (X),m(〈a〉([t1]m, . . . , [tp]m)) = [νa.f(t1, . . . , tp)]m+d(f) by Definition 3.19
= [νb.f(ũ1, . . . , ũp)]m+d(f) by applying (permf )
= [νb.f(u1, . . . , up)]m+d(f) by applying (congνb.f )
= fF (X),m(〈b〉([u1]m, . . . , [up]m)) by Definition 3.19.

Proving equivariance is analogous to the above case.

Definition 3.21 (Canonical Environment). The canonical environment ηX for F (X) is
defined as

ηX : X → (F (X))0,

ηX(x) = [x]0.

Note that, by Proposition 2.12 and Proposition 3.11, ηX is indeed an equivariant environment.

Lemma 3.22. If t ∈ TermΣ,m(X), then JtKηXm = [t]m.

Proof. By induction on t.

• For t = x with x ∈ X: By definition, we get JtKηXm = JxKηX0 = ηX(x) = [x]0 = [t]m.
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• For t = f(t1, . . . , tp) with f/p ∈ Σ0, t1, . . . , tp ∈ TermΣ,m′(X), and m = m′ + d(f):

JtKηXm = Jf(t1, . . . , tp)K
ηX
m′+d(f)

= fF (X),m′(Jt1K
ηX
m′ , . . . , JtpK

ηX
m′ ) by Definition 3.13

= fF (X),m′([t1]m′ , . . . , [tp]
ηX
m′ ) by inductive hypothesis

= [f(t1, . . . , tp)]m′+d(f) by Definition 3.19
= [t]m.

• For t = a.f(t1, . . . , tp) and t = νa.f(t1, . . . , tp): Analogous to the above case.

Proposition 3.23. The above definition of F (X) is a (T, n)-model.

Proof. Since we know that F (X) is a nominal (Σ, n)-algebra (by Lemma 3.20), we only need to
prove that F (X) satisfies every axiom in E.

Let Y `m t = u ∈ E be an axiom and ι : Y → (F (X))k an equivariant environment. We will
show that JtKιm = JuKιm.

Fix a splitting uk : (F (X))k → TermΣ,k(X) of the canonical projection (in that [·] ◦ uk = id)
and let σ = uk ◦ ι. This definition of σ yields a derivably equivariant substitution: Let x ∈ Y
and π ∈ Perm(A). Then

[σ(πx)]k = [uk(ι(πx))]k by definition of σ
= ι(πx) because [·]k ◦ uk = id

= πι(x) because ι is equivariant
= π[uk(ι(x))]k because [·]k ◦ uk = id

= π[σ(x)]k by definition of σ
= [πσ(x)]k by Proposition 2.12,

and thus X `k πσ(x) = σ(πx) is derivable. By applying (axt=u) with τ = id, we then get
X `m+k tσ = uσ.

Since we have

ι(x) = [uk(ι(x))]k because [·]k ◦ uk = id

= [σ(x)]k by definition of σ
= Jσ(x)KηXk by Lemma 3.22,

we can conclude that

JtKιm = JtσKηXm+k by Lemma 3.16
= [tσ]m+k by Lemma 3.22
= [uσ]m+k because X `m+k tσ = uσ

= JuσKηXm+k by Lemma 3.22
= JuKιm by Lemma 3.16.
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3.5 Inducing a Graded Monad

In this section, we will show that the definition of F (X) from the previous section yields a
functor which is a left adjoint to the forgetful functor Alg(T, n) → Nom. It will then follow from
abstract nonsense that every graded theory over nominal sets induces a graded monad.

We once again fix a graded theory T = (Σ, E) and a depth n ≤ ω.

Definition 3.24. We define the forgetful functor G : Alg(T, n) → Nom with

G(A) = A0

G(h) = h0.

Definition 3.25. We define the free functor F : Nom → Alg(T, n) with F (X) as given above
and for every f ∈ Nom(X,Y )

(F (f))i([t]i) = [tσf ]i,

with the substitution σf = (X
f−→ Y ↪−→ TermΣ,0(Y )).

Lemma 3.26. The above description of F is indeed a well-defined functor, in that

1. F (f) is a well-defined morphism between (T, n)-algebras for every f ∈ Nom(X,Y ),

2. F (idX) = id for every X ∈ Ob(Nom)),

3. F (g ◦ f) = F (g) ◦ F (f) for every f, g ∈ Nom(X,Y ).

Proof. We will prove the statements individually:

1. Let f : X → Y be an equivariant function.

We define an environment κ : X → (F (Y ))0 with κ(x) = Jσf (x)K
ηX
0 . Note that κ is

indeed equivariant: For every π ∈ Perm(A), we have κ(πx) = Jf(πx)KηX0 = Jπf(x)KηX0 =
πJf(x)KηX0 = πκ(x) by Lemma 3.14 and equivariance of f . It then follows that, for every
[t]m ∈ (F (X))m, we have

(F (f))m([t]m) = [tσf ]m by definition
= Jtσf KηXm by Lemma 3.22
= JtKκm by Lemma 3.16.

Thus, we can conclude well-definedness and equivariance from Theorem 3.17 and Lemma 3.14.

To show Definition 3.12 (1), let g/p ∈ Σ0 and [t1]m, . . . , [tp]m ∈ (F (X))m. Then

(F (f))m+d(g)(gF (X),m([t1]m, . . . , [tp]m))

= (F (f))m+d(g)([g(t1, . . . , tp)]m+d(g)) by Definition 3.19
= [(g(t1, . . . , tp))σf ] by definition
= [g(t1σf , . . . , tpσf )] by Definition 3.4
= gF (X),m([t1σf ]m, . . . , [tpσf ]m) by Definition 3.19
= gF (X),m((F (f))m([t1]m), . . . , (F (f))m([tp]m)) by definition.

(2) and (3) can be shown with a similar argument.
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2. Let [t] ∈ (F (X))m.

As seen in (1), we have (F (idX))i([t]m) = JtKκm for κ : X → (F (X)) with κ(x) =
JidX(x)KηX0 = JxKηX0 = ηX(x). Thus, κ = ηX and it follows from Lemma 3.22 that
(F (idX))i([t]m) = [t]m = id([t]m).

3. Let t ∈ TermΣ,m(X). We will show that tσg◦f = (tσf )σg by induction on t.

• For t = x with x ∈ X: By definition, we get

tσg◦f = σg◦f (x) = g(f(x)) = σg(f(x)) = (f(x))σg = (σf (x))σg = (tσf )σg.

• For t = f(t1, . . . , tp) with f/p ∈ Σ0, t1, . . . , tp ∈ TermΣ,m′(X), and m = m′ + d(f):

tσg◦f = f(t1σg◦f , . . . , tpσg◦f ) by assumption
= f((t1σf )σg, . . . , (tpσf )σg) by inductive hypothesis
= (f(t1σf , . . . , tpσf ))σg by Definition 3.4
= ((f(t1, . . . , tp))σf )σg by Definition 3.4
= (tσf )σg by assumption.

• For t = a.f(t1, . . . , tp) and t = νa.f(t1, . . . , tp): Analogous to the above case.

With this, we can conclude that

(F (g ◦ f))m([t]m) = [tσg◦f ]m

= [(tσf )σg]m

= (F (g))m([tσf ]m)

= (F (g))m((F (f))m([t]m)

= (F (g) ◦ F (f))m([t]m).

Theorem 3.27. The functor F is a left-adjoint to the forgetful functor G with the unit η as
defined in Definition 3.21 and the counit ε given by

εA : F (A0) → A,

(εA)i([t]i) = JtKidi .

Proof. We will first show that εA is indeed a well-defined morphism between algebras for every
A ∈ Ob(Alg(T, n)):

• Well-definedness and equivariance follow directly from Theorem 3.17 and Lemma 3.14.

• To show Definition 3.12 (1), let f/p ∈ Σ0 and [t1]m, . . . , [tp]m ∈ (F (A0))m. Then

(εA)m+d(f)(fF (A0),m([t1]m, . . . , [tp]m))

= (εA)m+d(f)([f(t1, . . . , tp)]m+d(f)) by Definition 3.19
= Jf(t1, . . . , tp)Kidm+d(f) by definition

= fA,m(Jt1Kidm, . . . , JtpKidm) by Definition 3.13
= fA,m((εA)m([t1]m), . . . , (εA)m([tp]m)) by definition.

• With a similar argument, one can also show (2) and (3).
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Next, we will show that η is indeed natural. So let X,Y ∈ Ob(Nom), f ∈ Nom(X,Y ), and
x ∈ X. Let σf be defined as in Definition 3.25. Then

ηY (f(x)) = [f(x)]m by Definition 3.21
= [σf (x)]m by definition of σf
= [xσf ]m by Definition 3.4
= (F (f))m([x]) by Definition 3.25
= (F (f))m(ηX(x)) by Definition 3.21.

To show that ε is also natural, let A,B ∈ Ob(Alg(T, n)) and h ∈ Alg(T, n)(A,B). We will show
(εB)m((F (h0))m([t]m)) = hm((εA)m([t]m)) for every t ∈ TermΣ,m(A0) by induction on t.

• For t = x with x ∈ A0:

(εB)0((F (h0))0([x]0)) = (εB)0([xσh0 ]0) by Definition 3.25
= (εB)0([h0(x)]0) by Definition 3.4
= Jh0(x)Kid0 by definition of ε
= h0(x) by Definition 3.13
= h0(JxKid0 ) by Definition 3.13
= h0((εA)0([x])) by definition of ε.

• For t = f(t1, . . . , tp) with f/p ∈ Σ0, t1, . . . , tp ∈ TermΣ,m′(X), and m = m′ + d(f):

(εB)m((F (h0))m([f(t1, . . . , tp)]m))

= (εB)m((F (h0))m(fF (A0),m′([t1]m′ , . . . , [tp]m′))) by Definition 3.19
= (εB)m(fF (B0),m′((F (h0))m′([t1]m′), . . . , (F (h0))m′([tp]m′))) by Definition 3.12 (1)
= fB,m′((εB)m′((F (h0))m′([t1]m′)), . . . , (εB)m′((F (h0))m′([tp]m′))) by Definition 3.12 (1)
= fB,m′(hm′((εA)m′([t1]m′)), . . . , hm′((εA)m′([tp]m′))) inductive hypothesis
= hm(fA,m′((εA)m′([t1]m′), . . . , (εA)m′([tp]m′))) by Definition 3.12 (1)
= hm((εA)m(fF (A0),m′([t1]m′ , . . . , [tp]m′))) by Definition 3.12 (1)
= hm((εA)m([f(t1, . . . , tp)]m)) by Definition 3.19.

• For t = a.f(t1, . . . , tp) and t = νa.f(t1, . . . , tp): Analogous to the above case.

Finally, we will prove the adjunction using the counit-unit equations

IdF = εF ◦ Fη, (3.2)
IdG = Gε ◦ ηG. (3.3)

Let A ∈ Ob(Alg(T, n)) and X ∈ Ob(Nom).

For Equation 3.2, we will show (εF (X))m((F (ηX))m([t]m)) = [t]m for every t ∈ TermΣ,m(X) by
induction on t.

• For t = x with x ∈ X:

(εF (X))0((F (ηX))0([x]0)) = (εF (X))0([xσηX ]0) by Definition 3.25
= (εF (X))0([[x]0]0) by Definition 3.4
= J[x]0Kid0 by definition of ε
= [x]0 by Definition 3.13.
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• For t = f(t1, . . . , tp) with f/p ∈ Σ0, t1, . . . , tp ∈ TermΣ,m′(X), and m = m′ + d(f):

(εF (X))m((F (ηX))m([f(t1, . . . , tp)]m))

= (by Definition 3.19)
(εF (X))m((F (ηX))m(fF (X),m′([t1]m′ , . . . , [tp]m′)))

= (by Definition 3.12 (1))
(εF (X))m(fF ((F (X))0),m′((F (ηX))m′([t1]m′), . . . , (F (ηX))m′([tp]m′)))

= (by Definition 3.12 (1))
fF (X),m′((εF (X))m′((F (ηX))m′([t1]m′)), . . . , (εF (X))m′((F (ηX))m′([tp]m′)))

= (by inductive hypothesis)
fF (X),m′([t1]m′ , . . . [tp]m′)

= (by Definition 3.19)
[f(t1, . . . , tp)]m.

• For t = a.f(t1, . . . , tp) and t = νa.f(t1, . . . , tp): Analogous to the above case.

For Equation 3.3, let x ∈ A0. Then we have

(εA)0(ηA0(x)) = (εA)0([x]0) by Definition 3.21
= JxKid0 by definition of ε
= x by Definition 3.13.

With this, it follows that (ε, η) : F a G.

This adjunction can be used to show that every graded theory induces the following graded
monad over Nom:

Definition 3.28. Given a graded theory T = (Σ, E), the graded monad ((Mn)n∈N0 , η, (µ
nk)n,k∈N0)

over Nom induced by it is defined as

Mn : Nom → Nom,

Mn(X) = (F (X))n = TermΣ,n(X)/∼,

Mn(f)([t]n) = (F (f))n = [tσf ]n,

ηX : X → M0(X),

ηX(x) = [x]0,

µnk
X : Mn(Mk(X)) → Mn+k(X),

µnk
X ([t]n) = JtKidn ,

where σf is defined as in Definition 3.25.

Corollary 3.29. The above definition is indeed a graded monad.

Proof. We set n = ω and use the adjunction F a G provided by Theorem 3.27.
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Let ? : N0 × Alg(T, ω) → Alg(T, ω) be the strict action of the discrete monoidal category
(N0,+, 0) on Alg(T, ω) defined as

n ? ((Ai), (fA,i)) = ((Ai+n), (fA,i+n)),

n ? (fi) = (fi+n).

We can now conclude [FKM16, Section 3] that there is a graded monad ((Mn), η, (µ
nk)) with

Mn(X) = G(n ? F (X)) = (n ? F (X))0 = (F (X))n = TermΣ,n(X)/∼,

Mn(f)([t]n) = G(n ? F (f))([t]n) = (n ? F (f))0([t]n) = (F (f))n([t]n) = [tσf ]n,

η being the unit of the adjunction and

µnk
X : Mn(Mk(X)) = G(n ? F (G(k ? F (X)))) → G(n ? (k ? F (X))) = Mn+k(X),

µnk
X ([t]n) = G(n ? εk?F (X))([t]n) = (εk?F (X))n([t]n) = JtKidn .

Intuitively, µnk ”collapses” the inner equivalence classes in a term:

Lemma 3.30. Let T = (Σ, E) be a graded theory and ((Mn), η, (µ
nk)) be the graded monad

induced by it. If σ : Mk(X) → TermΣ,k(X) is a splitting (in that [·] ◦ σ = id) and t ∈
TermΣ,n(Mk(X)), then µnk

X ([t]n) = [tσ]n+k.

Proof. First note that, for [u]k ∈ Mk(X), we have

Jσ([u]k)K
ηX
k = [σ([u]k)]k by Lemma 3.22

= id([u]k) because [·] ◦ σ = id.

It then follows that, for t ∈ TermΣ,n(Mk(X)),

µnk
X ([t]n) = JtKidn by Definition 3.28

= JtσKηXn+k by Lemma 3.16 with κ = id

= [tσ]n+k by Lemma 3.22.

We can show that substitutions can be expressed as first substituting variables with variables
of equivalence classes of terms followed by a multiplication:

Lemma 3.31. Let T = (Σ, E) be a graded theory and ((Mn), η, (µ
nk)) be the graded monad

induced by it. If t ∈ TermΣ,n(Y ) and σ : Y → TermΣ,k(X), then [tσ]n+k = µn,k
X ([tσ̄]n), where

σ̄ : Y → TermΣ,0(Mk(X)) is defined as σ̄(x) = [σ(x)]k.

Proof. By induction on t.

• For t = x with x ∈ Y :

[tσ]n+k = [σ(x)]k = σ̄(x) = Jσ̄(x)Kid0 = µ0,k
X ([σ̄(x)]0) = µn,k

X ([tσ̄]n).
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• For t = f(t1, . . . , tp) with f/p ∈ Σ0, t1, . . . , tp ∈ TermΣ,m(Y ), and 1 = m + d(f): By
inductive hypothesis, we know that [tiσ]m+k = µm,k

X ([tiσ̄]m) for every i. It then follows
that

[tσ]n+k = [f(t1σ, . . . , tpσ)]n+k by Definition 3.4
= fF (X),m+k([t1σ]m+k, . . . , [tpσ]m+k) by Definition 3.19

= fF (X),m+k(µ
m,k
X ([t1σ̄]m), . . . , µm,k

X ([tpσ̄]m)) by inductive hypothesis
= fF (X),m+k(Jt1σ̄Kidm, . . . , Jtpσ̄Kidm) by Definition 3.28
= Jf(t1σ̄, . . . , tpσ̄)Kidn by Definition 3.13

= µn,k
X ([tσ̄]n) by Definition 3.28.

• For t = a.f(t1, . . . , tp) and t = νa.f(t1, . . . , tp): Analogous to the above case.

We will also show the following lemma for operations:

Lemma 3.32. Let T = (Σ, E) be a graded theory and ((Mn), η, (µ
nk)) be the graded monad

induced by it. For t1, . . . , tp ∈ TermΣ,n(X):

• If f/p ∈ Σ0, then [f(t1, . . . , tp)]n+d(f) = µ
d(f),n
X ([f([t1]n, . . . , [tp]n)]d(f).

• If f/p ∈ Σf , then [a.f(t1, . . . , tp)]n+d(f) = µ
d(f),n
X ([a.f([t1]n, . . . , [tp]n)]d(f).

• If f/p ∈ Σb, then [νa.f(t1, . . . , tp)]n+d(f) = µ
d(f),n
X ([νa.f([t1]n, . . . , [tp]n)]d(f).

Proof. We will show the first statement by simple computation:

µ
d(f),n
X ([f([t1]n, . . . , [tp]n)]d(f) = Jf([t1]n, . . . , [tp]n)Kidd(f) by Definition 3.28

= fF (X),n(J[t1]nKid0 , . . . , J[tp]nKid0 ) by Definition 3.13
= fF (X),n([t1]n, . . . , [tp]n) by Definition 3.13
= [f(t1, . . . , tp)]n+d(f) by Definition 3.19.

3.6 Depth-1 Graded Monads

We will first define a notion of depth-1 graded theories over Nom.

Definition 3.33 (Depth-1 Graded Theories). A graded theory T = (Σ, E) is depth-1 if all its
operations and axioms are at most depth-1.

We can then show that every such graded theory induces a graded monad that is depth-1
according to Definition 2.27.

Fix a depth-1 graded theory T = (Σ, E) and let ((Mn), η, (µ
nk)) be the graded monad induced

by it as described in Definition 3.28.

The monad multiplication µ1,n
X collapses depth-1 terms with embedded depth-n terms into terms

of depth 1+n. Conversely, we can split a depth-1+n term into such a layered term, given that
all operations are at most depth-1.

34



To do this, let snX : TermΣ,1+n(X) → TermΣ,1(Mn(X)) be defined as

snX(f(t1, . . . , tp)) = f(snX(t1), . . . , s
n
X(tp)) if f/p ∈ Σ0 and d(f) = 0,

snX(f(t1, . . . , tp)) = f([t1]n, . . . , [tp]n) if f/p ∈ Σ0 and d(f) = 1,

and similarly for Σf and Σb.

Lemma 3.34. The function snX is equivariant.

Proof. Let π ∈ Perm(A). We will show snX(πt) = πsnX(t) for all t ∈ TermΣ,1+n by induction on
t, only considering cases where t has at least uniform depth 1.

• For t = f(t1, . . . , tp) with f/p ∈ Σ0, t1, . . . , tp ∈ TermΣ,m(X), and 1+n = m+d(f): Since
all operations are at most depth-1, we only have to consider two cases:

If d(f) = 0, then

snX(πt) = snX(f(πt1, . . . , πtp)) by Definition 3.5
= f(snX(πt1), . . . , s

n
X(πtp)) by definition of snX

= f(πsnX(t1), . . . , πs
n
X(tp)) by inductive hypothesis

= πf(snX(t1), . . . , s
n
X(tp)) by Definition 3.5

= πsnX(t) by definition of snX .

If d(f) = 1, then

snX(πt) = snX(f(πt1, . . . , πtp)) by Definition 3.5
= f([πt1]n, . . . , [πtp]n) by definition of snX
= f(π[t1]n, . . . , π[tp]n) by Proposition 2.12
= πf([t1]n, . . . , [tp]n) by Definition 3.5
= πsnX(t) by definition of snX .

• For t = a.f(t1, . . . , tp) and t = νa.f(t1, . . . , tp): Analogous to the above case.

Of course, where we split exactly is chosen arbitrarily: Here, we use the outermost term inside a
depth-1 operation, however this term could have more depth-0 operations we could include. We
will see that this doesn’t matter in the context of morphisms satisfying the universal property
of a coequalizer. To do this, we will first show some general properties of such morphisms:

Lemma 3.35. Let (Q,h) be an M0-algebra and q : M1(Mn(X)) → Q a morphism between
M0-algebras such that q ◦M1(µ

0,n
X ) = q ◦ µ1,0

Mn(X).

1. If t1, . . . , tp ∈ TermΣ,1(Mn(X)), then

• q([f(t1, . . . , tp)]1) = h([f(q([t1]1), . . . , q([tp]1))]0) for f/p ∈ Σ0, d(f) = 0,

• q([a.f(t1, . . . , tp)]1) = h([a.f(q([t1]1), . . . , q([tp]1))]0) for f/p ∈ Σf , d(f) = 0,

• q([νa.f(t1, . . . , tp)]1) = h([νa.f(q([t1]1), . . . , q([tp]1))]0) for f/p ∈ Σb, d(f) = 0.

2. If t1, . . . , tp ∈ TermΣ,0(Mn(X)), then

• q([f(t1, . . . , tp)]1) = q([f(µ0,n
X ([t1]0), . . . , µ

0,n
X ([tp]0))]1) for f/p ∈ Σ0, d(f) = 1,
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• q([a.f(t1, . . . , tp)]1) = q([a.f(µ0,n
X ([t1]0), . . . , µ

0,n
X ([tp]0))]1) for f/p ∈ Σf , d(f) = 1,

• q([νa.f(t1, . . . , tp)]1) = q([νa.f(µ0,n
X ([t1]0), . . . , µ

0,n
X ([tp]0))]1) for f/p ∈ Σb, d(f) = 1.

3. If t ∈ TermΣ,0(Y ) and σ : Y → TermΣ,1+n(X), then q([snX(tσ)]1) = h([tσ̄]0) for σ̄ : Y →
TermΣ,0(Q) with σ̄(x) = q([snX(σ(x))]1).

4. If t ∈ TermΣ,1(Y ) and σ : Y → TermΣ,n(X), then q([snX(tσ)]1) = q([tσ̄]1) for σ̄ : Y →
TermΣ,0(Mn(X)) with σ̄(x) = [σ(x)]n.

Proof. Since q is a morphism between the M0-algebras (M1(Mn(X)), µ0,1
Mn(X)) and (Q,h), we

know that

h ◦M0(q) = q ◦ µ0,1
Mn(X). (3.4)

We will proceed to show each statement individually:

1. We will only show the statement for Σ0, the arguments for the others are completely
analogous.

By computation, we get

q([f(t1, . . . , tp)]1) = q(µ0,1
Mn(X)([f([t1]1, . . . , [tp]1)]0)) by Lemma 3.32

= h(M0(q)([f([t1]1, . . . , [tp]1)]0)) by Equation 3.4
= h([f([t1]1, . . . , [tp]1)σq]0) by Definition 3.28
= h([f(q([t1]1), . . . , q([tp]1))]0) by Definition 3.4.

2. Once again, we will only show the statement for Σ0.

By computation, we get

q([f(t1, . . . , tp)]1) = q(µ1,0
Mn(X)([f([t1]0, . . . , [tp]0)]1)) by Lemma 3.32

= q(M1(µ
0,n
X )([f([t1]0, . . . , [tp]0)]1)) by assumption

= q([f([t1]0, . . . , [tp]0)σµ0,n
X

]1 by Definition 3.28

= q([f(µ0,n
X ([t1]0), . . . , µ

0,n
X ([tp]0))]1) by Definition 3.4.

3. By induction on t.

• For t = x with x ∈ Y :

q([snX(tσ)]1) = q(J[snX(tσ)]1Kid0 ) by Definition 3.13
= q(µ0,1

Mn(X)([[s
n
X(tσ)]1]0)) by Definition 3.28

= h(M0(q)([[s
n
X(tσ)]1]0)) by Equation 3.4

= h([q([snX(σ(x))]1)]0) by Definition 3.28
= h([σ̄(x)]0) by definition of σ̄
= h([tσ̄]0) by Definition 3.4.

• For t = f(t1, . . . , tp) with f/p ∈ Σ0: We know that d(f) = 0 (because t is depth-0).
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It then follows that

q([snX(tσ)]1)

= q([snX(f(t1σ, . . . , tpσ))]1) by Definition 3.4
= q([f(snX(t1σ), . . . , s

n
X(tpσ))]1) by definition of snX

= h([f(q([snX(t1σ)]1), . . . , q([s
n
X(tpσ)]1)]0) by (1)

= h([f(h([t1σ̄]0), . . . , h([tpσ̄]0))]0) by inductive hypothesis
= h(M0(h)([f([t1σ̄]0, . . . , [tpσ̄]0)]0) by Definition 3.28
= h(µ0,0

Q ([f([t1σ̄]0, . . . , [tpσ̄]0)]0)) because (Q,h) is an M0-algebra
= h([f(t1σ̄, . . . , tpσ̄)]0) by Lemma 3.32
= h([tσ̄]0) by Definition 3.4.

• For t = a.f(t1, . . . , tp) and t = νa.f(t1, . . . , tp): Analogous to the above case.

4. By induction on t.

• For t = x with x ∈ Y : This would imply that t is depth-0, but we know that t has
uniform depth 1.

• For t = f(t1, . . . , tp) with f/p ∈ Σ0: Since t has uniform depth 1, we have to consider
two cases:

For d(f) = 0, we get

q([snX(tσ)]1) = q([snX(f(t1σ, . . . , tpσ))]1) by Definition 3.4
= q([f(snX(t1σ), . . . , s

n
X(tpσ))]1) by definition of snX

= h([f(q([snX(t1σ)]1), . . . , q([s
n
X(tpσ)]1)]0) by (1)

= h([f(q([t1σ̄]1), . . . , q([tpσ̄]1)]0) by inductive hypothesis
= q([f(t1σ̄, . . . , tpσ̄)]1) by (1)
= q([tσ̄]1) by Definition 3.4.

For d(f) = 1, we get

q([snX(tσ)]1) = q([snX(f(t1σ, . . . , tpσ))]1) by Definition 3.4
= q([f([t1σ]n, . . . , [tpσ]n)]1) by definition of snX
= q([f(µ0,n

X ([t1σ̄]0), . . . , µ
0,n
X ([tpσ̄]0)]))]1) by Lemma 3.31

= q([f(t1σ̄, . . . , tpσ̄)]1) by (2)
= q([tσ̄]1) by Definition 3.4.

• For t = a.f(t1, . . . , tp) and t = νa.f(t1, . . . , tp): Analogous to the above case.

With this, we can finally show the coequalizer property for µ1,n
X and thus the desired result.

Theorem 3.36. The graded monad induced by a depth-1 graded theory T = (Σ, E) is depth-1.

Proof. We will show that µ1,n
X is a coequalizer in the category of M0-algebras for M1(µ

0,n
X ) and

µ1,0
Mn(X) as given in Definition 2.27 for all X ∈ Ob(Nom) and n ∈ N0.

By Definition 2.23, we already know that µ1,n
X ◦M1(µ

0,n
X ) = µ1,n

X ◦ µ1,0
Mn(X).
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Now let (Q,h) be an M0-algebra and q : M1(Mn(X)) → Q a morphism between M0-algebras
such that q ◦M1(µ

0,n
X ) = q ◦µ1,0

Mn(X). We now have to show that there exists a unique morphism
q̄ : M1+n(X) → Q with q̄ ◦ µ1,n

X = q.

So let q̄ be defined as q̄([t]1+n) = q([snX(t)]1). We will show that this definition satisfies our
requirements:

1. If π ∈ Perm(A) and t ∈ TermΣ,1+n(X), then

q̄([πt]1+n) = q([snX(πt)]1) by definition of q̄
= q([πsnX(t)]1) by Lemma 3.34
= q(π[snX(t)]1) by Proposition 2.12 and Proposition 3.11
= πq([snX(t)]1) by equivariance of q
= πq̄([t]1+n) by definition of q̄.

Furthermore, it follows by equivariance of snX , the canonical projection, and q, that

supp(q̄([t]1+n)) = supp(q([snX(t)]1)) ⊆ supp(t).

2. q̄ is well-defined; i.e., if X `1+n t = u is derivable, then q̄([t]1+n) = q̄([u]1+n). We will
show this by induction on the derivation.

• For (refl): This would imply that t = x for some x ∈ X, however t has uniform
depth 1 + n, whereas x has uniform depth 0.

• For (symm): We know that X `1+n u = t is derivable and, by inductive hypothesis,
we get q̄([u]1+n) = q̄([t]1+n).

• For (trans): We know that X `1+n t = v and X `1+n v = u are derivable for some
v. Thus, by inductive hypothesis, we get q̄([t]1+n) = q̄([v]1+n) = q̄([u]1+n).

• For (congf ): We know that t = f(t1, . . . , tp), u = f(u1, . . . , up), and X `m ti = ui is
derivable for all i ∈ {1, . . . , p} with 1 + n = m + d(f). Since the operations are at
most depth-1, we only have to consider two cases:

If d(f) = 0, we get

q̄([t]1+n) = q([snX(f(t1, . . . , tp))]1) by definition of q̄
= q([f(snX(t1), . . . , s

n
X(tp))]1) by definition of snX

= h([f(q([snX(t1)]1), . . . , q([s
n
X(tp)]1))]0) by Lemma 3.35 (1)

= h([f(q̄([t1]1+n), . . . , q̄([tp]1+n)]0) by definition of q̄,

and similarly
q̄([u]1+n) = h([f(q̄([u1]1+n), . . . , q̄([up]1+n)]0).

The equality then follows by inductive hypothesis.

If d(f) = 1, then we get

q̄([t]1+n) = q([snX(f(t1, . . . , tp))]1) by definition of q̄
= q([f([t1]n, . . . , [tp]n)]1) by definition of snX
= q([f([u1]n, . . . , [up]n)]1) by assumption
= q([snX(f(u1, . . . , up))]1) by definition of snX
= q̄([u]1+n) by definition of q̄.
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• For (conga.f ) and (congνa.f ): Analogous to the above case.

• For (axr=s): We know that Y `m r = s ∈ E with t = (τr)σ and u = (τs)σ
for a derivably equivariant substitution σ : Y → TermΣ,l(X) and a permutation
τ ∈ Perm(A). Since we have assumed T to be depth-1, we have to consider two
cases:

If r and s are depth-0, then l = 1 + n. In this case, let σ̄ : Y → TermΣ,0(Q) be
defined as

σ̄(x) = q̄([σ(x)]1+n) = q([snX(σ(x))]1).

It then follows by Lemma 3.35 (4) that

q̄([t]1+n) = q([snX((τr)σ)]1) = h([(τr)σ̄]0) and
q̄([u]1+n) = q([snX((τs)σ)]1) = h([(τs)σ̄]0).

Finally, we can show Q `0 (τr)σ̄ = (τs)σ̄ using (axr=s) by showing that σ̄ is derivably
equivariant: Let π ∈ Perm(A) and x ∈ Y . It then follows by inductive hypothesis
that

πσ̄(x) = πq̄([σ(x)]1+n) by definition of σ̄
= q̄([πσ(x)]1+n) by (1)
= q̄([σ(πx)]1+n) by inductive hypothesis
= σ̄(πx) by definition of σ̄.

If r and s are depth-1, then l = n. In this case, let σ̄ : Y → TermΣ,0(Mn(X)) be
defined as σ̄(x) = [σ(x)]n. It then follows by Lemma 3.35 (4) that

q̄([t]1+n) = q([snX((τr)σ)]1) = q([(τr)σ̄]1) and
q̄([u]1+n) = q([snX((τs)σ)]1) = q([(τs)σ̄]1).

We can then derive Q `0 (τr)σ̄ = (τs)σ̄ by once again showing that σ̄ is derivably
equivariant: Let π ∈ Perm(A) and x ∈ Y . Then πσ̄ = π[σ(x)]n = [πσ(x)]n =
[σ(πx)]n by Proposition 2.12 and by assumption.

• For (permf ): We know that t = νa.f(t1, . . . , tp) and u = νb.f(u1, . . . , up) where
a 6= b, a#ui, and X `m ti = (a b)ui is derivable for all i ∈ {1, . . . , p}. Since the
operations are at most depth-1, we only have to consider two cases:

If d(f) = 0, we get

q̄([t]1+n) = h([νa.f(q̄([t1]1+n), . . . , q̄([tp]1+n))]0) and
q̄([u]1+n) = h([νb.f(q̄([u1]1+n), . . . , q̄([up]1+n))]0)

analogously to (congf ). Furthermore, for i ∈ {1, . . . , p}, we have

q̄([ti]1+n) = q̄([(a b)ui]1+n by inductive hypothesis
= (a b)q̄([ui]1+n) by (1),

and also a /∈ supp(q̄([ui]1+n)) ⊆ supp(ui) by (1). Thus, the equality follows by (perm).

If d(f) = 1, we get

q̄([t]1+n) = q̄([νa.f([t1]n, . . . , [tp]n)]1) and
q̄([u]1+n) = q̄([νb.f([u1]n, . . . , [up]n)]1)

analogously to (congf ). Furthermore, for i ∈ {1, . . . , p}, we have [ti]n = [(a b)ui]n =
(a b)[ui]n and a /∈ supp([ui]n) ⊆ supp(ui) by assumption and Proposition 2.12. The
result then follows by (perm).
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3. q̄ : (M1+n(X), µ0,1+n
X ) → (Q,h) is indeed a morphism between M0-algebras:

First, note that equivariance follows from (1) and Proposition 2.12.

We will also have to show that h ◦M0(q̄) = q̄ ◦ µ0,1+n
X . So let [t]0 ∈ M0(M1+n(X)).

Fix a splitting σ : M1+n(X) → TermΣ,1+n(X), in that [·]1+n ◦σ = id. Let σ̄ : M1+n(X) →
TermΣ,0(Q) be defined as σ̄(x) = q̄(x) = q̄([σ(x)]1+n) = q([snX(σ(x))]1).

It then follows that

h(M0(q̄)([t]0)) = h([tσ̄]0) by Definition 3.28 because σq̄ = σ̄

= q([snX(tσ)]1) by Lemma 3.35 (3)
= q̄([tσ]1+n) by definition of q̄
= q̄(µ0,1+n

X ([t]0)) by Lemma 3.30.

4. q̄ satisfies the given property; i.e., q̄ ◦ µ1,n
X = q. So let [t]1 ∈ M1(Mn(X)).

We fix a splitting σ : Mn(X) → TermΣ,n(X), in that [·]n ◦ σ = id. Let σ̄ : Mn(X) →
TermΣ,0(Mn(X)) be defined as σ̄(x) = [σ(x)]1 = x.

It then follows that

q̄(µ1,n
X ([t]1)) = q̄([tσ]1+n) by Lemma 3.30

= q([snX(tσ)]1) by definition of q̄
= q([tσ̄]1) by Lemma 3.35 (4)
= q(M1(id)([t]1)) by Definition 3.28 because σid = σ̄

= q([t]1) by functoriality of M1.

5. If there is another such morphism q′, then q′([t]1) = q̄([t]1) for every t ∈ TermΣ,1(Mn(X)).

So assume that q′ : M1+n(X) → Q is a morphism between M0-algebras such that

q′ ◦ µ1,n
X = q. (3.5)

We will proceed by induction on t, only considering cases where t has at least uniform
depth 1.

• For t = f(t1, . . . , tp) with f/p ∈ Σ0, t1, . . . , tp ∈ TermΣ,m(X), and 1+ n = m+ d(f):
Since all operations are at most depth-1, we only have to consider two cases:

If d(f) = 0, then

q′([f(t1, . . . , tp)]1+n)

= q′(µ0,1+n([f([t1]1, . . . , [tp]1)]0)) by Lemma 3.32
= h(M0(q

′)([f([t1]1, . . . , [tp]1)]0)) because q′ is a morphism between M0-algebras
= h([f(q′([t1]1), . . . , q

′([tp]1)]0) by Definition 3.28.

With a similar argument, we get

q̄([f(t1, . . . , tp)]1+n) = h([f(q̄([t1]1), . . . , q̄([tp]1))]0)

The equality then follows by inductive hypothesis.
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If d(f) = 1, then

q′([f(t1, . . . , tp)]1+n) = q′(µ1,n
X ([f([t1]n, . . . , [tp]n)]1)) by Lemma 3.32

= q([f([t1]n, . . . , [tp]n)]1) by Equation 3.5
= q([snX(f(t1, . . . , tp)]1) by definition of snX
= q̄([f(t1, . . . , tp)]1+n) by definition of q̄.

• For t = a.f(t1, . . . , tp) and t = νa.f(t1, . . . , tp): Analogous to the above case.
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4 Describing Local Freshness Semantics

In the following chapter, we will describe a graded theory to capture the local-freshness semantics
of nominal automata. To prove this, we will show that the interpretation of pretrace terms
modulo derivable equality under local freshness semantics can be expressed as an injective
morphism from the free model generated by the theory.

Definition 4.1. We define a signature Σ with Σ0 = {+/2,⊥/0}, Σf = {pre/1}, and Σb =
{abs/1}, where all pure operations are depth-0 and all free and bound operations are depth-1.
We abbreviate

at := a.pre(t) and at := νa.abs(t).

The graded theory T is then defined over this signature with the axioms

X `0 x+ y = y + x, (4.1)
X `0 (x+ y) + z = x+ (y + z), (4.2)
X `0 x+ x = x, (4.3)
X `0 x+⊥ = x, (4.4)
X `1 a(x+ y) = ax+ ay, (4.5)
X `1 a(x+ y) = ax+ ay, (4.6)
X `1 a⊥ = ⊥, (4.7)
X `1 a⊥ = ⊥, (4.8)
X `1 ax = ax+ ax, (4.9)

ranging over all a ∈ A, all nominal sets X, and all elements x, y, z ∈ X.

The syntax clearly hints at that of bar strings from RNNAs, with the addition of a poststate,
indicating that we can describe the pretraces generated by a state of an RNNA as a term and
thus describe its semantics. For example, we will show that one can express the semantics of
s0 in the RNNA given in Example 2.21 at depth 2 using the pretrace term bbs2 + bas3 in a
well-defined manner.

4.1 Words and Alpha-Equivalence

We will first restrict ourselves to the pretraces of single words and define a notion of local
freshness semantics for them.

Definition 4.2 (Pretraces). A pretrace of depth n ∈ N0 over a nominal set X of variables is
a term t ∈ TermΣ,n(X) which does not contain any occurrences of + or ⊥.

Pretraces over X of depth n are obviously isomorphic to Ān ×X, as already suggested by the
syntax of terms. In the following, we will identify the two sets.

For nominal automata under local freshness semantics, the language consists of all words alpha-
equivalent to words in the literal language, without the bars. To define something similar for

43



(refl)
x ≡̂α x

(symm)
u ≡̂α t

t ≡̂α u
(trans)

t ≡̂α v v ≡̂α u

t ≡̂α u

(conga)
t ≡̂α u

at ≡̂α au
(cong a)

t ≡̂α u

at ≡̂α au
(a ∈ A)

(perm)
a#u t ≡̂α (a b)u

at ≡̂α bu
(a, b ∈ A, a 6= b)

Figure 4.1: System of rules for deriving alpha-equivalence for pretraces.

our graded theory, we will first need to define a notion of alpha-equivalence, taking into account
the poststate a pretrace ends with. We will first define this as a subset of the derivation rules
for derivable equality:

Definition 4.3 (Alpha-Equivalence on Pretraces). Let alpha-equivalence on two pretraces
be the relation ≡̂α inductively defined by Figure 4.1.

Lemma 4.4. Let t, u ∈ Ān ×X be pretraces over X. If t ≡̂α u, then X `n t = u is derivable.

Proof. This follows from the fact that the derivation rules are a subset of those used for derivable
equality.

Lemma 4.5. The relation ≡̂α is an equivariant equivalence-relation.

Proof. Completely analogous to Proposition 3.11 and Lemma 3.18.

With this, we can partition the set Ān×X of pretraces into equivalence classes. We will denote
the equivalence class of a pretrace t as [t]α̂.

This is enough to define the local freshness semantics of a pretrace:

Definition 4.6. We define the local freshness semantics of a pretrace using the function
D̂n : (Ān ×X)/≡̂α → An ×X with

D̂n([t]α̂) = {ûbn(w) : w ∈ [t]α̂},

where ûbn : Ān ×X → An ×X removes the bars from a word and is defined inductively by

ûb0(x) = x,

ûbn+1(at) = (a, ûbn(t)),

ûbn+1( at) = (a, ûbn(t)).

When the depth of the term is not important, we often just write D̂(t) or ûb(t).

Lemma 4.7. The above description for D̂n is equivariant for all n ∈ N0.
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Proof. First note that ûbn is equivariant: We will show this by induction on t. Let π ∈ Perm(A).

• For t = x with x ∈ X: We have ûb0(πx) = πx = πûb0(x).

• For t = at′ with t′ ∈ Ān′ ×X,n = n′ + 1: We have

ûbn((πa)(πt
′)) = (πa, ûbn′(πt′)) by definition

= (πa, πûbn′(t′)) by inductive hypothesis
= π(a, ûbn′(t′)) by definition
= πûbn(at

′) by definition.

• For t = at′ with t′ ∈ Ān′ ×X,n = n′ + 1: Analogous to the above case.

We can conclude that D̂n is also equivariant: Note that

D̂n([t]α̂) = ûbn [[t]α̂] ,

where ûbn[·] is the direct image under ûbn. Equivariance then follows from Proposition 2.11.

It is important to note that, since we take into account the poststate for alpha-equivalence, the
language generated by a trace under local freshness semantics is not the same as taking the
local freshness semantics of a pretrace and then removing poststates:

Example 4.8. Consider the pretrace ab ∈ Ā1 × A and the corresponding trace a ∈ Ā1.

By Definition 4.6, we have
D̂([ ab]1) = {cb : c ∈ A, c 6= b},

however, by Definition 2.20,
D({[ a]}) = A.

To make this dependency on the poststate more clear, we will proceed to give an explicit
characterization of the support of a pretrace modulo alpha-equivalence.

4.1.1 Free Names

First, we will define the free names of a pretrace explicitly:

Definition 4.9 (Free Names). Given a pretrace t ∈ Ān×X, we define the free names FNn(t)
in the term inductively as

FN0(x) = suppX(x),

FNn+1(at) = FNn(t) ∪ {a},
FNn+1( at) = FNn(t) \ {a}.

When the depth of the term is not important, we often just write FN(t).

We will also show some useful statements regarding these free names:

Lemma 4.10. The function FNn : Ān ×X → P(A) is equivariant for every n ∈ N0.

Proof. By induction on n. Let π ∈ Perm(A) and t ∈ Ān ×X.
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• For t = x with x ∈ X: By equivariance of supp, we get FN0(πx) = supp(πx) = πsupp(x) =
πFN0(x).

• For t = at′ with t′ ∈ Ān′
, n = n′ + 1:

FNn(πt) = FNn′(πt′) ∪ {π(a)} by definition
= πFNn′(t′) ∪ π{a} by inductive hypothesis
= π(FNn′(t′) ∪ {a}) by Proposition 2.10
= πFNn(t) by definition.

• For t = at′: Analogous to the above case.

Lemma 4.11. Let t, u ∈ Ān ×X be pretraces over X. If t ≡̂α u, then FN(t) = FN(u).

Proof. By induction on the derivation of t ≡̂α u.

• For (refl): We know that t = u = x for x ∈ X. By definition, we have FN(t) = suppX(x) =
FN(u).

• For (symm): We know that u ≡̂α t is derivable. By inductive hypothesis, we get FN(u) =
FN(t).

• For (trans): We know that, for some v ∈ Ān × X, t ≡̂α v and v ≡̂α u are derivable. By
inductive hypothesis, we get FN(t) = FN(v) = FN(u).

• For (conga): We know that t = at′, u = au′, and t′ ≡̂α u′ is derivable. By inductive
hypothesis, we get FN(t′) = FN(u′) and thus FN(t) = FN(t′)∪{a} = FN(u′)∪{a} = FN(u).

• For (cong a): We know that t = at′, u = au′, and t′ ≡̂α u′ is derivable. By inductive
hypothesis, we get FN(t′) = FN(u′) and thus FN(t) = FN(t′)\{a} = FN(u′)\{a} = FN(u).

• For (perm): We know that t = at′, u = bu′, and t′ ≡̂α (a b)u is derivable with a 6= b
and a#u′. By inductive hypothesis, we know that FN(t′) = FN((a b)u′). It follows from
Lemma 4.10 that FN(t′) = (a b)FN(u′). We will consider three cases for atoms c ∈ A:

For c = a: By definition, a /∈ FN(t) = FN(t′) \ {a}. Furthermore, we have a#u′ and thus
a /∈ FN(u′) ⊆ supp(u′). It follows that a /∈ FN(u) = FN(u′) \ {b}.

For c = b: By definition, b /∈ FN(u) = FN(u′)\{b}. Furthermore, it follows from a /∈ FN(u′)
that b /∈ (a b)FN(u′) and thus b /∈ FN(t) = ((a b)FN(u′)) \ {a}.

For c 6= a and c 6= b:

c ∈ FN(t) = ((a b)FN(u′)) \ {a} ⇔ c ∈ FN(u′) ⇔ c ∈ FN(u) = FN(u′) \ {b}.

We will also show that, if an atom does not occur freely in a pretrace, there is an alpha-equivalent
pretrace where the atom does not occur at all.

Lemma 4.12. Let t ∈ Ān ×X be a pretrace over X and N ∈ Pf(A) a finite set of atoms. If
N ∩ FN(t) = ∅, then there exists a pretrace t̃ ∈ Ān ×X with t ≡̂α t̃ and N ∩ supp(t̃) = ∅.

Proof. By induction on n.
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• For t = x with x ∈ X: Set t̃ = x. By (refl), we have t ≡̂α t̃. Furthermore, we get
N ∩ supp(t̃) = N ∩ FN(t) = ∅ by Definition 4.9.

• For t = at′ with t′ ∈ Ān′ × X,n = n′ + 1: Since FN(t′) ⊆ FN(t′) ∪ {a} = FN(t), we
know that N ∩ FN(t′) = ∅. By inductive hypothesis, we get a pretrace t̃′ with t′ ≡̂α t̃′ and
N ∩ supp(t̃′) = ∅. We set t̃ = at̃′.

It follows from (conga) that t = at′ ≡̂α at̃′ = t̃ and, since a /∈ N , we get

N ∩ supp(t̃) = (N ∩ supp(t̃′)) ∪ (N ∩ {a}) = ∅.

• For t = at′ with t′ ∈ Ān′ × X,n = n′ + 1: Pick any b ∈ A \ N with b#t′. By applying
(perm), we get t ≡̂α b((a b)t′).

We will show that N ∩ FN((a b)t′) = N ∩ (a b)FN(t′) = ∅: Let c ∈ N . If c = a, then
a /∈ (a b)FN(t′) because b /∈ FN(t′) ⊆ supp(t′). Otherwise, c /∈ FN(t′). Since b /∈ N and
c ∈ N , we have b 6= c and thus c /∈ (a c)FN(t′).

By inductive hypothesis, we get a pretrace t̃′ with (a b)t′ ≡̂α t̃′ and N ∩ supp(t̃′) = ∅. We
set t̃ = bt̃′.

By applying (cong b) and (trans), we get t ≡̂α b((a b)t′) ≡̂α bt̃′ = t̃. Finally, since b /∈ N ,
we get

N ∩ supp(t̃) = (N ∩ supp(t̃′)) ∪ (N ∩ {b}) = ∅.

4.1.2 An Alternative Definition of Alpha-Equivalence

The derivation rules make it easier to reason about pretraces as a fragment of regular terms.
However, we will prefer to use an alternative inductive characterization of alpha-equivalence:

Proposition 4.13. Let t, u ∈ Ān ×X be pretraces over X. Then t ≡̂α u is derivable iff either

1. t = u = x for x ∈ X,

2. t = at′ and u = au′ with t′ ≡̂α u′,

3. t = at′ and u = au′ with t′ ≡̂α u′, or

4. t = at′ and u = bu′ with a 6= b, a /∈ FN(u′), and t′ ≡̂α (a b)u′.

Proof. ’If’: We will show the statement for each case individually.

1. If t = u = x with x ∈ X: Then we can derive x ≡̂α x by (refl).

2. If t = at′ and u = au′ with t′ ≡̂α u′: Then we can derive at′ ≡̂α au′ by (conga).

3. If t = at′ and u = au′ with t′ ≡̂α u′: Then we can derive at′ ≡̂α au′ by (cong a).

4. If t = at′ and u = bu′ with a 6= b, a /∈ FN(u′), and t′ ≡̂α (a b)u′: By applying Lemma 4.12
with N = {a}, we get a pretrace ũ with a#ũ′ and u′ ≡̂α ũ

′ (and, by Lemma 4.5, (a b)u′ ≡̂α

(a b)ũ′). It then follows that

at′ ≡̂α bũ′ by applying (perm)
≡̂α bu′ by applying (cong b).

’Only if’: By induction on the derivation of t ≡̂α u.
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• For (refl): We know that t = u = x for x ∈ X. Thus, (1) follows immediately.

• For (symm): We know that u ≡̂α t is derivable and, by inductive hypothesis, we only need
to consider the following cases:

1. If u = t = x with x ∈ X: Then (1) follows immediately.

2. If u = au′ and t = at′ with u′ ≡̂α t
′: Then, by (symm), we get t′ ≡̂α u

′ and (2) follows
immediately.

3. If u = au′ and t = at′ with u′ ≡̂α t
′: Then, by (symm), we get t′ ≡̂αu

′ and (3) follows
immediately.

4. If u = bu′ and t = at′ with a 6= b, b /∈ FN(t′), and u′ ≡̂α (a b)t′: By Lemma 4.5, we
know that (a b)u′ ≡̂α t′ and, by (symm), t′ ≡̂α (a b)u′. Additionally, we have

b /∈ FN(t′) =⇒ b /∈ FN((a b)u′) by Lemma 4.11
=⇒ b /∈ (a b)FN(u′) by Lemma 4.10
=⇒ a /∈ FN(u′).

Thus, we can conclude (4).

• For (trans): We know that, for some v ∈ Ān × X, t ≡̂α v and v ≡̂α u are derivable. By
inductive hypothesis, we only need to consider the following cases:

1. If t = v = x with x ∈ X: Then, by inductive hypothesis, v = u = x. Thus, (1)
follows immediately.

2. If t = at′ and v = av′ with t′ ≡̂α v′: It follows by inductive hypothesis that u = au′

with v′ ≡̂α u′. By (trans), we can conclude that t′ ≡̂α u′.

3. If t = at′ and v = av′ with t′ ≡̂α v′: By inductive hypothesis, we need to consider
the following cases for u:

For u = au′ with v′ ≡̂α u
′, we can conclude t′ ≡̂α u

′ by applying (trans) and thus, (3)
holds.

For u = bu′ with a 6= b, a /∈ FN(u′), and v′ ≡̂α (a b)u′, we can conclude t′ ≡̂α (a b)u′

by applying (trans). Thus, (4) holds.

4. If t = at′ and v = bv′ with a 6= b, a /∈ FN(v′), and t′ ≡̂α (a b)v′: By inductive
hypothesis, we need to consider the following cases for u:

For u = bu′ with v′ ≡̂α u′, we can conclude from Lemma 4.5 that (a b)v′ ≡̂α (a b)u′

and, by applying (trans), t′ ≡̂α (a b)u′. Furthermore, it follows from Lemma 4.11
that a /∈ FN(u′) = FN(t′), so (4) holds.

For u = au′ with a 6= b, b /∈ FN(u′), and v′ ≡̂α (a b)u′, we can conclude from
Lemma 4.5 that (a b)v′ ≡̂α u′ and, by applying (trans), we get t′ ≡̂α u′. Thus, (3)
holds.

For u = cu′ with c 6= a, c 6= b, b /∈ FN(u′), and v′ = (b c)u′, we can first conclude
a /∈ FN(u′) = FN((b c)v′) = (b c)FN(v′) from Lemma 4.11 and Lemma 4.10 because
a /∈ FN(v′). By Lemma 4.12 with N = {a, b}, there exists a pretrace ũ′ with u′ ≡̂α ũ′
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and a, b#ũ′. Finally, (4) follows from (trans) and

t′ ≡̂α (a b)v′ by assumption
≡̂α (a b)(b c)u′ by Lemma 4.5 and v′ ≡̂α (b c)u′

≡̂α (a b)(b c)ũ′ by Lemma 4.5 and u′ ≡̂α ũ′

≡̂α (a c)ũ′ by Proposition 2.5, (a b)(b c)(c) = a = (a c)(c), and a, b#ũ′

≡̂α (a c)u′ by Lemma 4.5 and u′ ≡̂α ũ′.

• For (conga): We know that t = at′, u = au′, and t′ ≡̂α u′ is derivable. Thus, we can
conclude (2).

• For (cong a): We know that t = at′, u = au′, and t′ ≡̂α u is derivable. Thus, we can
conclude (3).

• For (perm): We know that t = at′, u = bu′, and t′ ≡̂α (a b)u′ is derivable with a 6= b and
a#u′. Then a /∈ FN(u′) ⊆ supp(u′) and we can conclude (4).

With this characterization of alpha-equivalence, we can now show that the ”free names” are
exactly the support of the equivalence classes of pretraces modulo alpha-equivalence.

Proposition 4.14. If t ∈ Ān ×X is a pretrace over X, then supp([t]α̂) = FN(t).

Proof. We will first show that FN(t) is a support for [t]α̂, and thus supp([t]α̂) ⊆ FN(t). We will
use Proposition 2.13 by showing, by induction on t, that πt ≡̂α t for all π ∈ Fix(FN(t)).

• For t = x with x ∈ X: Then π ∈ Fix(FN(t)) = Fix(supp(x)) and thus πx = x ≡̂α x by
Proposition 4.13 (1).

• For t = at′ with t′ ∈ Ān′ ×X,n = n′ + 1: Then we have FN(t′) ⊆ FN(t′) ∪ {a} = FN(t)
and, by inductive hypothesis, π ∈ Fix(FN(t)) ⊆ Fix(FN(t′)) ⊆ Fix(supp([t′]α̂)). It follows
from Proposition 2.12 that [πt′]α̂ = π[t′]α̂ = [t′]α̂. Thus, we get

π(at′) = (πa)(πt′) by definition
= a(πt′) because a ∈ FN(t)

≡̂α at′ by Proposition 4.13 (2) and πt′ ≡̂α t′.

• For t = at′ with t′ ∈ Ān′ ×X,n = n′ + 1: We know that FN(t) = FN(t′) \ {a}.

If π(a) = a, then π ∈ Fix(FN(t′)) and we get π( at′) ≡̂α at′ analogously to the above case.

If π(a) 6= a, then we know that π(a) /∈ FN(t′): If we assume π(a) ∈ FN(t′) and (by
π(a) 6= a) also π(a) ∈ FN(t′) \ {a} = FN(t), then π(π(a)) = π(a) because π ∈ Fix(FN(t)).
However, since π(a) 6= a and π is injective, we have π(π(a)) 6= π(a).

Furthermore, since

(a π(a))(a) = π(a), and
(a π(a))(b) = b = π(b) ∀b ∈ FN(t′) \ {a},

we can conclude that (a π(a))t′ = πt′ by inductive hypothesis and Proposition 2.5. It
then follows from Proposition 4.13 (4) and (3) that

at′ ≡̂α (πa)((a π(a))t′) ≡̂α (πa)(πt′) = π( at′).
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Conversely, we will now show that FN(t) ⊆ supp([t]α̂). It is enough to show that FN(t) ⊆ supp(u)
for all pretraces u ∈ Ān ×X with u ≡̂α t by Proposition 2.14.

• For t = x with x ∈ X: It follows from Proposition 4.13 that u = x and thus FN(t) =
supp(x) = supp(u).

• For t = at′ with t′ ∈ Ān′ ×X,n = n′ +1: Then u = au′ with t′ ≡̂α u′ by Proposition 4.13.
Thus, we get a ∈ supp(u). Furthermore, it follows from Lemma 4.11 and Lemma 4.10
that FN(t′) = FN(u′) ⊆ supp(u′) ⊆ supp(u).

• For t = at′ with t′ ∈ Ān′ ×X,n = n′ + 1: By Proposition 4.13, we need to consider two
cases for u:

If u = au′ with t′ ≡̂α u′, then it follows from Lemma 4.11 and Lemma 4.10 that FN(t) ⊆
FN(t′) = FN(u′) ⊆ supp(u′) ⊆ supp(u).

If u = bu′ with a 6= b, a /∈ FN(t′), and t′ ≡̂α (a b)u′: Let c ∈ FN(t) = FN(t′) \ {a}. If c = b,
then c ∈ supp( bu′). If c 6= b (and by assumption c 6= a), it follows from Lemma 4.11 and
Lemma 4.10 that c ∈ (a b)FN(t′) = FN((a b)t′) = FN(u′) ⊆ supp(u′) ⊆ supp(u).

We will also show some more properties useful when applying an equivariant function to a
pretrace:

Lemma 4.15. If wx ∈ Ān ×X is a pretrace and f : X → Y is an equivariant function, then
FN(w(f(x))) ⊆ FN(wx).

Proof. By induction on n.

• For w = ε with n = 0: It follows from Proposition 2.6 that FN(f(x)) = supp(f(x)) ⊆
supp(x) = FN(x).

• For w = aw′ with w′ ∈ Ān′, n = n′+1: By inductive hypothesis, we get FN(aw′(f(x))) =
FN(w′(f(x))) ∪ {a} ⊆ FN(w′x) ∪ {a} = FN(aw′x)

• For w = aw′ with w′ ∈ Ān′, n = n′+1: By inductive hypothesis, we get FN( aw′(f(x))) =
FN(w′(f(x))) \ {a} ⊆ FN(w′x) \ {a} = FN( aw′x)

Proposition 4.16. Let wx, vy ∈ Ān ×X be pretraces and f : X → Y an equivariant function.
If wx ≡̂α vy, then w(f(x)) ≡̂α v(f(y)).

Proof. By induction on n. We only need to consider the cases outlined by Proposition 4.13.

• For w = v = ε and n = 0: Since wx≡̂αvy, we have x = y. It then follows that f(x) = f(y)
and, from Proposition 4.13 (1), f(x) ≡̂α f(y).

• For w = aw′ and v = av′ with w′, v′ ∈ Ān′, n = n′ + 1: We know that w′x ≡̂α v′y and, by
inductive hypothesis, w′(f(x)) ≡̂α v′(f(y)). It then follows from Proposition 4.13 (2) that
aw′(f(x)) ≡̂α av′(f(y)).

• For w = aw′ and v = av′ with w′, v′ ∈ Ān′, n = n′ + 1: Analogous to the above case.

• For w = aw′ and v = bv′ with a 6= b, w′, v′ ∈ Ān′, n = n′+1: We know that a /∈ FN(v′y)
and w′x ≡̂α (a b)(v′y). It follows from Lemma 4.15 that a /∈ FN(v′(f(y))) ⊆ FN(v′y).
Furthermore, we get w′(f(x)) ≡̂α (a b)(v′(f(y))) by inductive hypothesis. It then follows
from Proposition 4.13 (4) that aw′(f(x)) ≡̂α bv′(f(y)).
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4.1.3 Injectivity for Local Freshness Semantics

Using this notion of alpha-equivalence between pretraces, we will now show that the local
freshness semantics mapping D̂ of pretraces is an injection from the equivalence classes modulo
alpha-equivalence.

We will use the following properties for this:

Lemma 4.17. Let t, u ∈ Ān+1 ×X. If D̂([t]α̂) = D̂([u]α̂), then one of the following is true:

1. t = at′ and u = au′ for some a ∈ A and t′, u′ ∈ Ān ×X, or

2. t = at′ and u = bu′ for some a, b ∈ A and t′, u′ ∈ Ān ×X.

Proof. We will consider the following exhaustive list of cases for t, u:

• For t = at′ and u = bu′ with t′, u′ ∈ Ān′ × X,n = n′ + 1: If a = b, (1) follows directly.
Suppose that a 6= b. Then (a, ûb(t′)) = ûb(at′) ∈ D̂([t]α̂). However, for all ûb(w) ∈ D̂([u]α̂)
with w ∈ [u]α̂, we have w ≡̂α u. It follows from Proposition 4.13 that w = bw′ for some
w′ and thus ûb(w) = (b, ûb(w′)) 6= (a, ûb(t′)), contradicting the assumption.

• For t = at′ and u = bu′ with t′, u′ ∈ Ān′ × X,n = n′ + 1: Pick a c ∈ A \ supp(t′) with
c 6= a and c 6= b. By Proposition 4.13 (4), we know that at′ ≡̂α c((a c)t′) and thus
(c, ûb((a c)t′)) ∈ D̂([t]α̂). However, similarly to the above case, for all ûb(w) ∈ D̂([u]α̂),
we have ûb(w) = bw′ 6= (c, ûb((a c)t′)) with some w′, contradicting the assumption.

• For t = at′ and u = bu′ with t′, u′ ∈ Ān′ ×X,n = n′ + 1: Analogous to the above case.

• For t = at′ and u = bu′ with t′, u′ ∈ Ān′ ×X,n = n′ + 1: (2) holds trivially.

Proposition 4.18. Let t′ ∈ Ān ×X, a ∈ A, and w′ ∈ An ×X.

1. bw′ ∈ D̂([at′]α̂) iff w′ ∈ D̂([t′]α̂) and a = b.

2. aw′ ∈ D̂([ at′]α̂) iff w′ ∈ D̂([t′]α̂).

3. If a 6= b, then bw′ ∈ D̂([ at′]α̂) iff b /∈ FN(t′) and w′ ∈ D̂([(a b)t′]α̂).

Proof. We will show each statement individually.

1. ’If’: Assume w′ ∈ D̂([t′]α̂) and a = b.

Then there exists a w̃′ ∈ [t′]α̂ with ûb(w̃′) = w′. Since w̃′ ≡̂α t′, we get aw̃′ ≡̂α at′ by
Proposition 4.13 (2). Thus, it follows that

aw′ = (a, ûb(w̃′)) = ûb(aw̃′) ∈ D̂([at′]α̂).

’Only if’: Assume bw′ ∈ D̂([at′]α̂).

Then there exists a w̃ ∈ [at′]α̂ with ûb(w̃) = bw′. Since w̃ ≡̂α at′, we know from Propo-
sition 4.13 that w̃ = aw̃′ for some w̃′ ∈ Ān ×X with w̃′ ≡̂α t′. Thus, we have w̃′ ∈ [t′]α̂.
Furthermore, we get

(a, ûb(w̃′)) = ûb(aw̃′) = ûb(w̃) = bw′,

concluding that a = b and w′ = ûb(w̃′) ∈ D̂([t′]α̂).
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2. Analogous to the above proof.

3. ’If’: Assume w′ ∈ D̂([(a b)t′]α̂ and b /∈ FN(t′).

Then there exists a w̃′ ∈ [(a b)t′]α̂ with ûb(w̃′) = w′. Since w̃′ ≡̂α (a b)t′ and b /∈ FN(t′)
with a 6= b, it follows from Proposition 4.13 (4) that bw̃′ ≡̂α at′. Thus, we get

bw′ = (b, ûb(w̃′)) = ûb( bw̃′) ∈ D̂([ at′]α̂).

’Only if’: Assume bw′ ∈ D̂([ at′]α̂).

Then there exists some w̃ ∈ [ at′]α̂ with ûb(w̃) = bw′. Since w̃ ≡̂α at′, we know from
Proposition 4.13 that w̃ = cw̃′ for some w̃′ ∈ Ān ×X and c ∈ A. Since

(c, ûb(w̃′)) = ûb( cw̃′) = ûb(w̃) = bw′,

we know that c = b and ûb(w̃′) = w′. Since b 6= a and bw̃′ ≡̂α at′, it follows from
Proposition 4.13 that b /∈ FN(t′) and w̃′ ≡̂α (a b)t′. Finally, it follows that w′ = ûb(w̃′) ∈
D̂([(a b)t′]α̂).

Proposition 4.19. The function D̂n is injective for all n ∈ N0.

Proof. Let t, u ∈ Ān ×X with D̂([t]α̂) = D̂([u]α̂). We will show [t]α̂ = [u]α̂ by induction on n.

• For t = x with x ∈ X: Let u = y ∈ X. We know from Proposition 4.13 that [x]α̂ = {x}
and [y]α̂ = {y}. Thus, we have

D̂([t]α̂) = {ûb(x)} = {x} = {y} = {ûb(y)} = D̂([u]α̂).

This means that x = y and, by Proposition 4.13 (1), we get t = x ≡̂α y = u.

• For t = at′ with t′ ∈ Ān′ × X,n = n′ + 1: We know from Lemma 4.17 that u = au′ for
some u′ ∈ Ān′ ×X. We will show that D̂([t′]α̂) = D̂([u′]α̂):

w′ ∈ D̂([t′]α̂) ⇔ aw′ ∈ D̂([at′]α̂) by Proposition 4.18 (1)
⇔ aw′ ∈ D̂([au′]α̂) because D̂([t]α̂) = D̂([u]α̂)

⇔ w′ ∈ D̂([u′]α̂) by Proposition 4.18 (1).

It now follows by inductive hypothesis that t′ ≡̂α u′ and, by Proposition 4.13 (2), that
t = at′ ≡̂α au′ = u.

• For t = at′ with t′ ∈ Ān′ ×X,n = n′ + 1: We know from Lemma 4.17 that u = bu′ for
some u′ ∈ Ān′ ×X and b ∈ A.

If a = b: One can show that D̂([t′]α̂) = D̂([u′]α̂) analogously to the above case. It
then follows by inductive hypothesis that t′ ≡̂α u′ and, by Proposition 4.13 (3), we get
t = at′ ≡̂α au′ = u.

If a 6= b: First note that (a, ûb(t′)) = ûb(t) ∈ D̂([t]α̂) = D̂([ bu′]α̂). Thus, it follows from
Proposition 4.18 (3) that a /∈ FN(u′).

We will now show that D̂([t′]α̂) = D̂([(a b)u′]α̂). We have

w′ ∈ D̂([t′]α̂) =⇒ aw′ ∈ D̂([ at′]α̂) by Proposition 4.18 (2)
=⇒ aw′ ∈ D̂([ bu′]α̂) because D̂([t]α̂) = D̂([u]α̂)

=⇒ w′ ∈ D̂([(a b)u′]α̂) by Proposition 4.18 (3),
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and conversely

w′ ∈ D̂([(a b)u′]α̂) =⇒ (a b)w′ ∈ D̂([u′]α̂) by Proposition 2.12, Lemma 4.7
=⇒ (b, (a b)w′) ∈ D̂([ bu′]α̂) by Proposition 4.18 (2)
=⇒ (b, (a b)w′) ∈ D̂([ at′]α̂) because D̂([t]α̂) = D̂([u]α̂)

=⇒ (a b)w′ ∈ D̂([(a b)t′]α̂) by Proposition 4.18 (3)
=⇒ w′ ∈ D̂([t′]α̂) by Proposition 2.12, Lemma 4.7.

It now follows by inductive hypothesis that t′ ≡̂α (a b)u′. Finally, since since a /∈ FN(u′),
we get t = at′ ≡̂α bu′ = u from Proposition 4.13 (4).

4.2 Local Freshness Semantics as a Model

In the following section, we will fix a nominal set X, and a depth n ≤ ω.

We will now define a model which interprets interprets pretraces as defined in Definition 4.6 and
extends to all pretrace terms. Defining this as a model is useful because we can benefit from
the soundness already proven before. In the next section, we will show that this interpretation
is indeed injective for all pretrace terms modulo derivable equality.

Definition 4.20. The (Σ, n)-algebra F ′(X) is defined as follows:

• (F ′(X))m := Pfs(Am ×X),

• preF ′(X),m(a, L) := {aw : w ∈ L},

• absF ′(X),m(〈a〉L) := {bv : 〈a〉L = 〈a′〉L′, w′ ∈ L′, 〈a′〉w′ = 〈b〉v},

• +F ′(X),m(L1, L2) := L1 ∪ L2,

• ⊥F ′(X),m := ∅.

Lemma 4.21. The above description of F ′(X) is indeed a well-defined nominal (Σ, n)-algebra,
in that

1. preF ′(X),m is equivariant for all m.

2. absF ′(X),m is equivariant for all m.

Proof. We will prove each statement individually: Let a ∈ A, w ∈ (F ′(X))m and π ∈ Perm(A).

1. Then

preF ′(X),m(πa, πL) = {(πa, πw) : πw ∈ πL} = {(πa, πw) : w ∈ L} = πpreF ′(X),m(a, L).

It follows that preF ′(X),m(a, L) is finitely supported by supp(L) ∪ {a}.
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2. Then

absF ′(X),m(π〈a〉L)
= {(πb, πv) : π〈a〉L = 〈πa′〉πL′, πw′ ∈ πL′, 〈πa′〉πw′ = 〈πb〉πv} by definition
= {(πb, πv) : 〈a〉L = 〈a′〉L′, πw′ ∈ πL′, 〈πa′〉πw′ = 〈πb〉πv} by Proposition 2.9
= {(πb, πv) : 〈a〉L = 〈a′〉L′, w′ ∈ L′, 〈πa′〉πw′ = 〈πb〉πv} by definition
= {(πb, πv) : 〈a〉L = 〈a′〉L′, w′ ∈ L′, 〈a′〉w′ = 〈b〉v} by Proposition 2.9
= πabsF ′(X),m(π〈a〉L).

It follows that absF ′(X),m(〈a〉L) is finitely supported by supp(〈a〉L).

The slightly convoluted definition for absF ′(X),m is needed to ensure that it is well-defined and
that the algebra satisfies the axioms of the theory:

Example 4.22. If we do not quantify over all representatives of 〈a〉L, then the definition would
not be well-defined:

Consider X = A = {a, b, c, . . .} and L = {ax : x ∈ A} ∈ (F ′(A))1.

Let hm : A×(F ′(X))m be defined by hm(a, L) = {bv : w ∈ L, 〈a〉w = 〈b〉v}. Then aab ∈ h1(a, L).

Let L′ = {bx : x ∈ A}. Then 〈a〉L = 〈b〉L′. However, aab /∈ h1(b, L
′): Otherwise, there would

be some bx ∈ L′ with 〈b〉bx = 〈a〉ab, but b ∈ supp(ab).

Example 4.23. If we do not quantify over all representatives of 〈a′〉w′, then the algebra would
not satisfy the axioms:

Consider X = 1 = {?} and A = {a, b, c, . . .}.

Let A be the (Σ, n)-algebra defined just like Definition 4.20 but with

absA,m(〈a〉L) = {a′w′ : 〈a〉L = 〈a′〉L′, w′ ∈ L′}.

Consider t = a(a? + b?) and u = aa? + ab?. Then X `2 t = u is derivable by (axr=s) and
axiom (4.6).

Let ι : 1 → A0 be the equivariant environment with ι(?) = {?}. Then

JtKι2 = absA,1(〈a〉{a?, b?}) = {aa?, ab?, cc?, cb?, dd?, db?, . . .}

and

JuKι2 = absA,1(〈a〉{a?}) ∪ absA,1(〈a〉{b?}) = {aa?, bb?, cc?, . . .} ∪ {ab?, cb?, db?, . . .},

are not equal.

We will now show that, with this extended definition, the algebra indeed satisfies all of the
axioms of the theory. Intuitively, a problem arises when individual summands have smaller or
larger support than that of the entire term. Because of this, 〈a〉L = 〈a′〉L′ for the interpretation
L of the sum term does not always imply 〈a〉S = 〈a′〉S′ for the interpretation S of a summand
term and S′ = (a a′)S and vice versa. With this definition, if w′ ∈ S′, we can find a w′′ ∈ S′′

with 〈a〉S = 〈c〉S′′ and 〈c〉w′′ = 〈a′〉w′. To show this, we will use the following lemma:

Lemma 4.24. If a, a′, c ∈ A are pairwise distinct, then (a′ c) = (a c)(a′ c)(a a′).
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Proof. By simple computation.

Lemma 4.25 (Monotonicity of abs). If L ⊆ S, then absF ′(X),m(〈a〉L) ⊆ absF ′(X),m(〈a〉S).

Proof. Let bv ∈ absF ′(X),m(〈a〉L) with 〈a〉L = 〈a′〉L′, w′ ∈ L′, and 〈a′〉w′ = 〈b〉v. By Proposi-
tion 2.8, we again need to consider two cases:

If a = a′ and L′ = L, then 〈a〉S = 〈a′〉S with w′ ∈ L′ ⊆ S, and thus bv ∈ absF ′(X),m(〈a〉S).

If a 6= a′ then a′#L and L = (a a′)L′. We pick some c ∈ A \ supp(a, a′, b, L, S, w′). We then
have

w′ ∈ L′ =⇒ (a a′)w′ ∈ L because L = (a a′)L′

=⇒ (a′ c)(a a′)w′ ∈ L because (a′ c)L = L

=⇒ (a′ c)(a a′)w′ ∈ S because L ⊆ S

=⇒ (a c)(a′ c)(a a′)w′ ∈ (a c)S by definition
=⇒ (a′ c)w′ ∈ (a c)S by Lemma 4.24.

Because we have a 6= c and c#S, it follows from Proposition 2.8 that 〈a〉S = 〈c〉(a c)S.

Furthermore, since c 6= a′ and c#w′, it follows from Proposition 2.8 that 〈c〉(a′ c)w′ = 〈a′〉w′ =
〈b〉v, and thus bv ∈ absF ′(X),m(〈a〉S).

Proposition 4.26. The definition of F ′(X) given in Definition 4.20 is a (T, n)-model.

Proof. Since we know that F ′(X) is a nominal (Σ, n)-algebra (by Lemma 4.21), we only need
to show that F ′(X) satisfies every axiom.

Let Y be a nominal set with x, y, z ∈ Y and ι : Y → (F ′(X))k an equivariant environment.

• For Equation 4.1: By commutativity of ∪, we have Jx+ yKι0 = ι(x) ∪ ι(y) = ι(y) ∪ ι(x) =
Jy + xKι0.

• For Equation 4.2: By associativity of ∪, we have J(x + y) + zKι0 = (ι(x) ∪ ι(y)) ∪ ι(z) =
ι(x) ∪ (ι(y) ∪ ι(z)) = Jx+ (y + z)Kι0.

• For Equation 4.3: By idempotence of ∪, we have Jx+ xKι0 = ι(x) ∪ ι(x) = ι(x) = JxKι0.

• For Equation 4.4: By definition, we have Jx+⊥Kι0 = ι(x) ∪ ∅ = JxKι0.

• For Equation 4.5: By definition, we have

Ja(x+ y)Kι1 = preF ′(X),k(a, ι(x) ∪ ι(y))

= {(a,w) : w ∈ ι(x) ∪ ι(y)}
= {(a,w) : w ∈ ι(x)} ∪ {(a,w) : w ∈ ι(y)}
= preF ′(X),k(ι(x)) ∪ preF ′(X),k(ι(y))

= Jax+ ayKι1.

• For Equation 4.6: We have to show that J a(x + y)Kι1 = absF ′(X),k(〈a〉(ι(x) ∪ ι(y))) =
absF ′(X),k(〈a〉ι(x)) ∪ absF ′(X),k(〈a〉ι(y)) = J ax+ byKι1.

First, suppose bv ∈ absF ′(X),k(〈a〉(ι(x)∪ ι(y))) with 〈a〉(ι(x)∪ ι(y)) = 〈a′〉L′, w′ ∈ L′, and
〈a′〉w′ = 〈b〉v. We consider the two cases outlined in Proposition 2.8:

If a = a′ and L′ = ι(x)∪ι(y), we know that w.l.o.g. w′ ∈ ι(x). It then immediately follows
that 〈a〉ι(x) = 〈a′〉ι(x), and thus bv ∈ absF ′(X),m(〈a〉ι(x)).
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If a 6= a′ then a′#(ι(x) ∪ ι(y)) and ι(x) ∪ ι(y) = (a a′)L′. We pick some c ∈ A \
supp(a, a′, b, ι(x), ι(y), w′). It then follows that

w′ ∈ L′ =⇒ (a a′)w′ ∈ ι(x) ∪ ι(y) because ι(x) ∪ ι(y) = (a a′)L′

=⇒ (a′ c)(a a′)w′ ∈ ι(x) ∪ ι(y) because (a′ c)(ι(x) ∪ ι(y)) = ι(x) ∪ ι(y).

We assume w.l.o.g. that (a′ c)(a a′)w′ ∈ ι(x). It then follows from Lemma 4.24 that
(a′ c)w′ = (a c)(a′ c)(a a′)w′ ∈ (a c)ι(x).

Because we have a 6= c and c#ι(x), it follows from Proposition 2.8 that 〈a〉ι(x) =
〈c〉(a c)ι(x). Furthermore, since c 6= a′ and c#w′, it follows from Proposition 2.8 that
〈c〉(a′ c)w′ = 〈a′〉w′ = 〈b〉v, and thus bv ∈ absF ′(X),m(〈a〉ι(x)).

Conversely, suppose w.l.o.g. that bv ∈ absF ′(X),k(〈a〉ι(x)). Since ι(x) ⊆ ι(x) ∪ ι(y),
bv ∈ absF ′(X),k(〈a〉(ι(x) ∪ ι(y))) follows directly from Lemma 4.25.

• For Equation 4.7: By definition, we have

Ja⊥Kι1 = preF ′(X),0(a, ∅)
= {(a,w) : w ∈ ∅}
= ∅ = J⊥Kι1.

• For Equation 4.8: Since 〈a〉∅ = 〈a′〉L′ implies L′ = (a a′)∅ = ∅, we have

J a⊥Kι1 = absF ′(X),0(〈a〉∅)
= {bv : 〈a〉∅ = 〈a′〉L′, w′ ∈ L′, 〈a′〉w′ = 〈b〉v}
= {bv : 〈a〉∅ = 〈a′〉∅, w′ ∈ ∅, 〈a′〉w′ = 〈b〉v}
= ∅ = J⊥Kι1.

• For Equation 4.9: We will show JaxKι1 = preF ′(X),k(a, ι(x)) ⊆ absF ′(X),k(〈a〉ι(x)) = J axKι1,
which is enough to show that J axKι1 = J axKι1 ∪ JaxKι1 = J ax+ axKι1.

Let aw ∈ preF ′(X),k(a, ι(x)) with w ∈ ι(x). Since 〈a〉ι(x) = 〈a〉ι(x) and 〈a〉w = 〈a〉w are
trivially satisfied, we have aw ∈ absF ′(X),k(〈a〉ι(x)).

Note that, while the naming might hint at this definition of F ′(X) directly inducing a functor
F ′ : Nom → Alg(T, n), this is not the case:

Example 4.27. Consider the nominal sets X = A = {a, b, . . .} and Y = 1 = {?} with ! : A → 1
being the morphism into the terminal object.

Let hm : Pfs(A
m × A) → Pfs(Am × 1) be the mapping of ! using the functor Pfs(Am × −) on

Nom, namely
hm(L) = {w? : w ∈ Am, wx ∈ L}.

We will show that (hm)0≤m≤n does not define a morphism between (Σ, n)-algebras F ′(A) →
F ′(1).

Consider L = {a} ∈ (F ′(A))0. Then Definition 3.12 (3) would imply that h1(absF ′(X),0(〈b〉L)) =
absF ′(X),0(〈b〉h0(L)), however

h1(absF ′(X),0(〈b〉L)) = h1({b′a′ : 〈b〉a = 〈b′〉a′}) = h1({ba, ca, . . .}) = {b?, c?, . . .}
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and

absF ′(X),0(〈b〉h0(L)) = absF ′(X),0(〈b〉{?}) = {b′? : 〈b〉? = 〈b′〉?} = {a?, b?, c?, . . .}

are not equal.

However, this definition is enough to define an interpretation of pretrace terms into this model:

Definition 4.28. Let the morphism Φ : F (X) → F ′(X) be defined as

Φm([t]m) = JtKη
′
X

m ,

where the equivariant environment η′X : X → (F ′(X))0 is defined as

η′X(x) = {x}.

Lemma 4.29. The above description of Φ is indeed a well-defined morphism between (Σ, n)-
algebras.

Proof. We first note that Φ is well-defined because the derivation system is sound (as shown in
Theorem 3.17) and F ′(X) is a (T, n)-model (as shown in Proposition 4.26).

To show the morphism property in Definition 3.12 for pre, let [t]m ∈ (F (X))m and a ∈ A. It
immediately follows that

Φm+1(preF (X),m(a, [t]m)) = Φm+1([at]m+1) by Definition 3.19

= JatKη
′
X

m+1 by Definition 4.28

= preF ′(X),m(a, JtKη
′
X

m ) by Definition 3.13
= preF ′(X),m(a,Φm([t]m)) by Definition 4.28.

For the other operations, the steps are analogous to the above.

Furthermore, we will show that, in the context of single pretraces, the interpretation in this
model is exactly the local freshness semantics of the pretrace.

Theorem 4.30. If t ∈ Ām ×X is a pretrace, then Φm([t]m) = D̂([t]α̂).

Proof. By induction on m.

• For t = x with x ∈ X: Since [x]α̂ = {x} by Proposition 4.13, we get

Φ0([x]0) = η′X(x) = {x} = {ûb(x)} = D̂([x]α̂).

• For t = at′ with t′ ∈ Ām′ ×X,m = m′ + 1: We have

Φm([at′]m) = preF ′(X),m′(a,Φm′([t′]m′)) by Definition 3.13
= {aw : w ∈ Φm′([t′]m′)} by Definition 4.20
= {aw : w ∈ D̂([t′]α̂)} by inductive hypothesis.

First, assume aw ∈ Φm([at′]m) with w ∈ D̂([t′]α̂). It follows from Proposition 4.18 (1)
that aw ∈ D̂([at′]α̂).

Conversely, assume bw′ ∈ D̂([at′]α̂). It follows from Proposition 4.18 (1) that a = b and
w′ ∈ D̂([t′]α̂). Thus, we get bw′ = aw′ ∈ Φm([at′]m) by definition.
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• For t = at′ with t′ ∈ Ām′ ×X,m = m′ + 1: We have

Φm([ at′]m)

= absF ′(X),m′(〈a〉Φm′([t′]m′)) by Definition 3.13
= {bv : 〈a〉Φm′([t′]m′) = 〈a′〉L′, w′ ∈ L′, 〈a′〉w′ = 〈b〉v} by Definition 4.20
= {bv : 〈a〉D̂([t′]α̂) = 〈a′〉L′, w′ ∈ L′, 〈a′〉w′ = 〈b〉v} by inductive hypothesis.

Assume bv ∈ Φm([ at′]m) with 〈a〉D̂([t′]α̂) = 〈a′〉L′, w′ ∈ L′, and 〈a′〉w′ = 〈b〉v.

We’ll first show that a′w̃′ ∈ [t]α̂ for some w̃′ ∈ Am′ ×X with w′ = ûb(w̃′):

– If a = a′, then L′ = D̂([t′]α̂) and w′ ∈ D̂([t′]α̂). By definition, there exists a w̃′ ∈ [t′]α̂
with w′ = ûb(w̃′). It then follows from Proposition 4.13 (3) that aw̃′ ∈ [at′]α̂.

– If a 6= a′, then a′ /∈ supp(D̂([t′]α̂)) = supp([t′]α̂) = FN(t′) by Proposition 4.19 and
Proposition 4.14. Furthermore, we have w′ ∈ (a a′)D̂([t′]α̂) = D̂([(a a′)t′]α̂. By
definition, there exists a w̃′ ∈ [(a a′)t′]α̂ with w′ = ûb(w̃′). It follows from Proposi-
tion 4.13 (4) that a′w̃′ ∈ [at′]α̂.

We’ll proceed to show that bv ∈ D̂([t]α̂):

– If a′ = b, then v = w′ and bv = (a′, ûb(w̃′)) = ûb( a′w̃′) ∈ D̂([t]α̂).

– If a′ 6= b, then b#w′ and v = (a′ b)w′. Then we have b /∈ FN(w′) ⊆ supp(w′). It
follows from Proposition 4.13 (4) that b((a′ b)w̃′) ∈ [t]α̂. Thus, we get

bv = (b, (a′ b)w′) = (b, (a′ b)ûb(w̃′)) = (b, ûb((a′ b)w̃′)) = ûb( b((a′ b)w̃′)) ∈ D̂([t]α̂).

Conversely, assume that ûb(w̃) ∈ D̂([ at′]α̂) with w̃ ∈ [ at′]α̂. It follows from Proposi-
tion 4.13 that we only need to consider two cases:

– If w̃ = aw̃′ with w̃′ ≡̂α t′: We know that ûb(w̃′) ∈ D̂([t′]α̂). With a′ = b = a and
L′ = D̂([t′]α̂), it then follows that ûb(w̃) = (a, ûb(w̃′)) ∈ Φm([ at′]m).

– If w̃ = a′w̃′ with a 6= a′, a′ /∈ FN(t′), and w̃′ ≡̂α (a a′)t′: We know that a′ /∈
supp(D̂([t′]α̂)) = supp([t′]α̂) = FN(t′) by Proposition 4.19 and Proposition 4.14. It
follows from Proposition 2.8 that

〈a〉D̂([t′]α̂) = 〈a′〉(a a′)D̂([t′]α̂) = 〈a′〉D̂([(a a′)t′]α̂).

Since w̃′ ∈ [(a a′)t′]α̂ and thus ûb(w̃′) ∈ D̂([(a a′)t′]α̂), by setting b = a′, we get
ûb(w̃) = (a′, ûb(w̃′)) ∈ Φm([ at′]m).

This characterization will enable us to prove the injectivity of Φm: In particular, it tells us
that when applying abs to a pretrace, one only has to consider the ”outer” abstraction in the
definition, since supp(L′) = FN(w′) ⊆ supp(w′) for all w′ ∈ L′.

4.3 Interpretation of Sums

Having shown that Φ extends our definition of local freshness semantics to pretrace terms with
+ and ⊥, we will proceed to give a more explicit description of this interpretation.

Before we continue, we will prove some helpful properties of more complex terms.
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Lemma 4.31. Let t, u, v ∈ TermΣ,m(X) and a ∈ A. Then the following equalities hold:

1. [t+ u]m = [u+ t]m,

2. [(t+ u) + v]m = [t+ (u+ v)]m,

3. [t+ t]m = [t]m,

4. [t+⊥]m = [t]m,

5. [a(t+ u)]m = [at+ au]m,

6. [ a(t+ u)]m = [ at+ u]m,

7. [a⊥]m+1 = [⊥]m+1,

8. [ a⊥]m+1 = [⊥]m+1,

9. [ at]m+1 = [ at+ at]m+1.

Proof. By simple application of (axr=s), for example for (1):

We know that TermΣ,m(X) `0 t+ u = u+ t is an axiom in the graded theory by Definition 4.1.
Set τ = idA ∈ Perm(A) and σ = idTermΣ,m(X) : TermΣ,m(X) → TermΣ,m(X). Then σ is trivially
derivably equivariant: Let π ∈ Perm(A) and r ∈ TermΣ,m(X). Then X `m πσ(r) = σ(πr) is
derivable because πσ(r) = πr = σ(πr) and because derivable equality is an equivalence relation
by Lemma 3.18.

Thus, we can conclude that X `m+0 (τ(t + u))σ = (τ(u + t))σ is derivable by applying
(axt+u=u+t). Since (τ(t + u))σ = (t + u)σ = t + u and (τ(u + t))σ = (u + t)σ = u + t, we
also get X `m t+ u = u+ t. By definition of ∼, this means [t+ u]m = [u+ t]m.

Notation 4.32. Since summation in equivalence classes is both commutative and associative
(see Lemma 4.31 (1) and (2)), we will leave out the parenthesis, implicitly add or remove
parentheses, and reorder summands within equivalence classes. The constant ⊥ is seen as a
neutral element for summation (by Lemma 4.31 (4)).

We will also often implicitly use that derivable equality is a congruence (by Lemma 3.18).

Furthermore, we will use the notation[∑k
i=1 ti

]
m

:= [t1 + . . .+ tk]m,

where k ∈ N0 and t1, . . . , tk ∈ TermΣ,m(X). For k = 0, we set[∑0
i=1 ti

]
m

:= ⊥.

If S = {t1, . . . , tk} ⊆ TermΣ,m(X) is a finite set with k ∈ N0, we also use the notation[∑
t∈S t

]
m

:=
[∑k

i=1 ti

]
.

Since, by Lemma 4.31 (3), sums are idempotent, it does not matter whether t1, . . . , tk are
pairwise distinct or not.

Lemma 4.33 (Distributivity over Sums). Let k ∈ N0 and t1, . . . , tk ∈ Termm,Σ(X) be terms.
Then the following equalities hold:

1.
[
a
(∑k

i=1 ti

)]
m+1

=
[∑k

i=1 ati

]
m+1

for all a ∈ A,
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2.
[
a
(∑k

i=1 ti

)]
m+1

=
[∑k

i=1 ati

]
m+1

for all a ∈ A,

3.
[
π
(∑k

i=1 ti

)]
m

=
[∑k

i=1 πti

]
m

for all π ∈ Perm(A),

4.
[(∑k

i=1 ti

)
σ
]
m+l

=
[∑k

i=1 tiσ
]
m+l

for all substitutions σ : X → TermΣ,l(Y ).

Proof. We will only show (1) by induction on k, the other statements are analogous.

• For k = 0: We have[
a
(∑k

i=1 ti

)]
m+1

= [a⊥]m+1 by definition of Σ

= [⊥]m+1 by Lemma 4.31 (7)

=
[∑k

i=1 ati

]
m+1

by definition of Σ.

• For k = k′ + 1: We have[
a
(∑k

i=1 ti

)]
m+1

=
[
a
(∑k′

i=1 ti + tk

)]
m+1

by definition of Σ

=
[
a
(∑k′

i=1 ti

)
+ atk

]
m+1

by Lemma 4.31 (5)

=
[∑k′

i=1 ati + atk

]
m+1

by inductive hypothesis

=
[∑k

i=1 ati

]
m+1

by definition of Σ.

Lemma 4.34 (Properties of Enumerated Sums). Let t ∈ TermΣ,m(X) with t =
∑k

i=1 ti. Then
the following properties hold:

1. If u ∈ TermΣ,m(X) and [u]m = [u+ ti]m for every i ∈ {1, . . . , k}, then [u]m = [u+ t]m.

2. If u ∈ TermΣ,m(X) and [ti]m = [ti + u]m for some i ∈ {1, . . . , k}, then [t]m = [t+ u]m.

3. If u ∈ TermΣ,m(X) and [ti]m = [u]m for some i ∈ {1, . . . , k}, then [t]m = [t+ u]m.

Proof. We will show each statement individually:

1. By induction on k.

• For k = 0: We have [u]m =
[
u+

∑k
i=1 ti

]
m

= [u + ⊥]m = [u + t]m by Lemma 4.31
(4).

• For k = k′ + 1: It follows that

[u]m = [u+ t1 + . . .+ tk′ ]m by inductive hypothesis
= [(u+ tk) + t1 + . . .+ tk′ ]m by assumption with i = k

= [u+ t1 + . . .+ tk′ + tk]m by reordering summands
= [u+ t]m by assumption.
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2. By simple computation we get

[t]m =
[∑k

i=1 ti

]
m

by assumption

= [t1 + . . .+ ti + . . .+ tk]m by definition of Σ
= [t1 + . . .+ (ti + u) + . . .+ tk]m by assumption
= [(t1 + . . .+ ti + . . .+ tk) + u]m by reordering summands

=
[∑k

i=1 ti + u
]
m

by definition of Σ

= [t+ u]m by assumption.

3. It follows from Lemma 4.31 (3) and the assumption that [ti]m = [ti + ti]m = [ti +u]m. By
application of (2), we get the expected result.

Lemma 4.35 (Properties of Sums over Sets). Let S, S′ ∈ Pf(TermΣ,m(X) be finite sets of terms.
Then the following properties hold:

1. If S and S′ are derivably equal in that {[t]m : t ∈ S} = {[t′]m : t′ ∈ S′}, then
[∑

t∈S t
]
m

=[∑
t′∈S′ t′

]
m

.

2.
[∑

t∈S t+
∑

t′∈S′ t′
]
m

=
[∑

u∈S∪S′ u
]
m

.

Proof. Let S = {t1, . . . , tk} and S′ = {t′1, . . . , t′k′} with k, k′ ∈ N0 and t1, . . . , tk, t
′
1, . . . , t

′
k′ ∈

TermΣ,m(X).

1. We will first show that[∑
t∈S t

]
m

=
[∑k

i=1 ti

]
m

=
[∑k

i=1 ti +
∑k′

i=1 t
′
i

]
m

=
[∑

t∈S t+
∑

t′∈S′ t′
]
m
.

By Lemma 4.34 (1), it is enough to show
[∑k

i=1 ti

]
=

[∑k
i=1 ti + t′j

]
for every j ∈

{1, . . . , k′}. We know that S and S′ are derivably equal, and thus [t′j ]m ∈ {[t]m : t ∈ S}.
So there exists a tl ∈ S with [tl]m = [t′j ]. The statement then follows from Lemma 4.34
(3).

With a similar argument, one can show that[∑
t′∈S′ t′

]
m

=
[∑

t′∈S′ t′ +
∑

t∈S t
]
m
.

Thus, equality follows from Lemma 4.31 (1).

2. By definition, S ∪ S′ = {t1, . . . , tk, t′1, . . . , t′k′}. It then follows that by definition of Σ that[∑
t∈S t+

∑
t′∈S′ t′

]
m

= [t1 + . . .+ tk + t′1 + . . .+ t′k′ ]m =
[∑

t∈S∪S′ t
]
m
.

Lemma 4.36. If S ∈ Pf(Pf(TermΣ,m(X))) is finite nested set of terms, then[∑
L∈S

∑
t∈L t

]
=

[∑
t∈

⋃
S t

]
.

Proof. This follows directly from Lemma 4.35 (2) by routine induction on |S|.
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Of special importance is the fact that every term is derivably equal to a ”flattened” version of
it, containing only single pretraces as summands:

Proposition 4.37. If t ∈ Termm,Σ(X) is a term, then [t]m =
[∑k

i=1wi

]
m

, where k ∈ N0 and
w1, . . . , wk ∈ Ām ×X are pretraces.

Proof. By induction on t.

• For t = x with x ∈ X: Set k = 1 and w1 = x. Then we get
[∑k

i=1wi

]
0
= [x]0 = [t]0.

• For t = ⊥: Set k = 0. Set k = 0. By definition of Σ, we get
[∑k

i=1wi

]
m

= [⊥]m = [t]m.

• For t = at′ with t′ ∈ TermΣ,m′(X),m = m′ + 1: By inductive hypothesis, we know that

[t′]m′ =
[∑k

i=1wi

]
m′

with k ∈ N0 and w1, . . . , wk ∈ Ām′ ×X. It then follows from Lemma 4.33 (1) that

[at′]m =
[
a
(∑k

i=1wi

)]
m

=
[∑k

i=1 awi

]
m
.

Since awi is a pretrace for every i ∈ {1, . . . , k}, the statement holds.

• For t = at′: Analogous to the above case.

• For t = r + s with u, v ∈ TermΣ,m(X): By inductive hypothesis, we know that

[r]m =
[∑k

i=1wi

]
m

and [s]m =
[∑l

i=1 vi

]
with k, l ∈ N0 and w1, . . . , wk, v1, . . . , vl ∈ Ām′ ×X. It then follows that

[r + s]m =
[∑k

i=1wi +
∑l

i=1 vi

]
m

= [w1 + . . .+ wk + v1 + . . .+ vl]m

is a sum of pretraces.

Proposition 4.38. If k ∈ N0 and w1, . . . , wk ∈ Ām ×X are pretraces, then

Φm

([∑k
i=1wi

]
m

)
=

⋃k
i=1 D̂([wi]α̂).

Proof. By induction on k.

• For k = 0: By definition, we have

Φm

([∑k
i=1wi

]
m

)
= Φm([⊥]m) = ⊥F ′(X),m = ∅ =

⋃k
i=1 D̂([wi]α̂).

62



• For k = k′ + 1: It follows that

Φm

([∑k
i=1wi

]
m

)
= Φm

([∑k′

i=1wi + wk

]
m

)
by definition of Σ

= +F ′(X),m

(
Φm

([∑k′

i=1wi

]
m

)
,Φm([wk]m)

)
by Lemma 4.29

= Φm

([∑k′

i=1wi

]
m

)
∪ Φm([wk]m) by Definition 4.20

=
⋃k′

i=1 D̂([wi]α̂) ∪ Φm([wk]m) by inductive hypothesis

=
⋃k′

i=1 D̂([wi]α̂) ∪ D̂([wk]α̂) by Theorem 4.30
=

⋃k
i=1 D̂([wi]α̂) by definition.

Proposition 4.39. Let t ∈ TermΣ,m(X) be a term and w ∈ Ām ×X a pretrace. If D̂m([w]α̂) ⊆
Φm([t]m), then [t]m = [t+ w]m.

Proof. By induction on m.

We know from Proposition 4.37 that [t]m =
[∑k

i=1 vi

]
m

for some k ∈ N0 and pretraces
v1, . . . , vk ∈ Ām ×X.

• For w = x ∈ X and m = 0: We know that vi ∈ X for all i ∈ {1, . . . , k}.

It follows from Proposition 4.13 that D̂([w]α̂) = {ûb(x)} = {x}. By Proposition 4.38, we
also get

Φ0([t]0) = Φ0

([∑k
i=1 vi

]
0

)
=

⋃k
i=1 D̂([vi]α̂) =

⋃k
i=1{vi} = {v1, . . . , vp}.

Since D̂([w]α̂) ⊆ Φ0([t]0), it follows that x = vi for some i ∈ {1, . . . , p} and thus also
[x]0 = [vi]0. The statement then follows from Lemma 4.34 (3).

• For w = aw′ with w′ ∈ Ām′ ×X,m = m′ + 1: We will define a new sum term

t′ :=

k∑
i=1

vi=av′i

v′i +

k∑
i=1

vi= av′i

v′i +

k∑
i=1

vi= bv′i,a6=b,a/∈FN(v′i)

(a b)v′i.

Note that it follows from Lemma 4.33 (1) that

[at′]m =

 k∑
i=1

vi=av′i

av′i +

k∑
i=1

vi= av′i

av′i +

k∑
i=1

vi= bv′i,a 6=b,a/∈FN(v′i)

a((a b)v′i)


m

.

Next, we will show that

[t]m = [t+ at′]m (4.10)

using Lemma 4.34 (1) for all three sums individually:

1. For vi = av′i: Then [vi]m = [av′i]m and, by Lemma 4.34 (3), [t]m = [t+ av′i]m.
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2. For vi = av′i: It follows from Lemma 4.31 (9) that [vi]m = [vi+av′i]m. By Lemma 4.34
(2), we have [t]m = [t+ av′i]m.

3. For vi = bv′i with a 6= b and a /∈ FN(v′i): It follows from Proposition 4.13 (4) and
Lemma 4.4 that [ bv′i]m = [ a((a b)v′i)]m. We can then conclude from Lemma 4.31 (9)
that [vi]m = [vi + a((a b)v′i)]m and, by Lemma 4.34 (2), [t]m = [t+ a((a b)v′i)]m.

Furthermore, we will show that D̂([w′]α̂) ⊆ Φm′([t′]m′). So let x ∈ D̂([w′]α̂). By Proposi-
tion 4.38, it is enough to show that x ∈ D̂([u]α̂) for some summand u in t′.

It follows from Proposition 4.18 (1) that ax ∈ D̂([aw′]α̂) ⊆ Φm([t]m). By Proposition 4.38,
we then know that ax ∈ D̂([vi]α̂) for some i ∈ {1, . . . , k}. By Proposition 4.18, we only
need to consider the following cases for vi:

– If vi = av′i: Then x ∈ D̂([v′i]α̂) and v′i is a summand in t′.

– If vi = av′i: Then x ∈ D̂([v′i]α̂) and v′i is a summand in t′.

– If vi = bv′i with a 6= b: We know that a /∈ FN(v′i) and x ∈ D̂([(a b)v′i]α̂). By
definition, (a b)v′i is a summand in t′.

We can conclude that

[t]m = [t+ at′]m by Equation 4.10
= [t+ a(t′ + w′)]m by inductive hypothesis
= [t+ at′ + aw′]m by Lemma 4.31 (5)
= [t+ aw′]m by Equation 4.10.

• For w = aw′ with w′ ∈ Ām′ ×X,m = m′ + 1: Pick c ∈ A \ FN(w′) s.t. c 6= a and there
is no i ∈ {1, . . . , k} with vi = cv′i or vi = cv′i (so there is no term prefixed with c). This
is always possible because there are only k terms and thus only finitely different prefixes
used.

We will now define a new sum term

t′ :=

k∑
i=1

vi= bv′i,c/∈FN(v′i)

(b c)v′i.

Note that it follows from Lemma 4.33 (2) that

[ ct′]m =

 k∑
i=1

vi= bv′i,c/∈FN(v′i)

c((b c)v′i)


m

.

Next, we will show that

[t]m = [t+ ct′]m (4.11)

using Lemma 4.34 (1): Assume vi = bv′i with c /∈ FN(v′i). Since b 6= c by choice of c, it
follows from Proposition 4.13 (4) and Lemma 4.4 that [ bv′i]m = [ c((b c)v′i)]m. We can
thus conclude [t]m = [t+ bv′i] from Lemma 4.34 (3).

Note that, since c 6= a and c /∈ FN(w′) by choice of c, it follows from Proposition 4.13 (4)
and Lemma 4.4 that

[ aw′]m = [ c((a c)w′)]m. (4.12)
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Furthermore, we will show that D̂([(a c)w′]α̂) ⊆ Φm′([t′]m′). So let x ∈ D̂([(a c)w′]α̂). By
Proposition 4.38, it is enough to show that x ∈ D̂([u]α̂) for some summand u in t′.

It follows from Proposition 4.18 (2) that cx ∈ D̂([ c((a c)w′)]α̂) = D̂([ aw′]α̂) ⊆ Φm([t]m).
By Proposition 4.38, we then know that cx ∈ D̂([vi]α̂) for some i ∈ {1, . . . , k}. By choice
of c, we only need to consider the case vi = bv′i with b 6= c, as there are no pretraces
beginning with c or c. It then follows from Proposition 4.18 (3) that c /∈ FN(v′i) and
x ∈ D̂([(b c)v′i]α̂). By definition, (b c)v′i is a summand in t′.

We can conclude that

[t]m = [t+ ct′]m by Equation 4.11
= [t+ c(t′ + (a c)w′)]m by inductive hypothesis
= [t+ ct′ + c((a c)w′)] by Lemma 4.31 (6)
= [t+ c((a c)w′)] by Equation 4.11
= [t+ aw′] by Equation 4.12.

This can be used to finally prove injectivity of Φ for all terms:

Theorem 4.40. The function Φm is injective for every m ∈ N0.

Proof. Let t, u ∈ TermΣ,m(X) with Φm([t]m) = Φm([u]m). We have to show [t]m = [u]m.

We will first show [t]m = [t+ u]m.

It follows from Proposition 4.37 that [u]m =
[∑k

i=1 ui

]
m

for some k ∈ N0 and pretraces
u1, . . . , uk ∈ Ām × X. By Lemma 4.34 (1), it is enough to show [t]m = [t + ui]m for every
i ∈ {1, . . . , k}.

We know that D̂([ui]α̂) ⊆
⋃k

j=1 D̂([uj ]α̂) = Φm([u]m), where the last equality follows from
Proposition 4.38. By assumption, it then follows that D̂([ui]α̂) ⊆ Φm([t]m). Thus, we can
conclude [t]m = [t+ ui]m from Proposition 4.39.

With a similar argument, one can show [u]m = [u + t]m. The equality then follows from
Lemma 4.31 (1).
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5 Graded Semantics for RNNAs

Now that we have constructed a graded theory to capture local-freshness semantics and shown
that this theory induces a graded monad, we turn our attention to actual RNNAs and show
that we can use this induced graded monad to capture the local-freshness trace semantics of
them.

Definition 5.1. Let the graded semantics for RNNAs under local freshness be defined
by the graded monad ((Mn), η, (µ

nk)) induced by the graded theory given in Definition 4.1, as
well as the natural transformation α : H → M1 with

αX : Pf(A×X)× Pf([A]X) → TermΣ,1(X)/∼,

αX(Sf , Sb) =

 ∑
(a,x)∈Sf

ax+
∑

(a,x)∈uX [Sb]

ax


1

,

where uX : [A]X → A×X is any splitting of [A]X, in that, if uX(〈a〉x) = (b, y), then 〈a〉x = 〈b〉y.

Lemma 5.2. The above description of α is indeed a well-defined natural transformation, in
that

1. The definition of αX is invariant under the choice of uX for every X ∈ Ob(Nom).

2. αX is equivariant for every X ∈ Ob(Nom).

3. α is natural.

Proof. We will first show that, for a, a′ ∈ A and x, x′ ∈ X, we have

〈a〉x = 〈a′〉x′ =⇒ [ ax]1 = [ a′x′]1.

By Proposition 2.8 there are two cases to consider:

• If a = a′ and x = x′, then [ ax]1 = [ a′x′]1 ∈ S′.

• If a 6= a′, a#x′, and x = (a a′)x′, then we know a /∈ FN(x′) = supp(x′). It then follows
from Proposition 4.13 (4) that [ ax]1 = [ a′x′]1 ∈ S′.

With this, we can conclude that, for a set Sb ∈ P([A]X) and any splitting uX : [A]X → A×X,
we have

{[ ax]1 : (a, x) ∈ uX [Sb]} = {[ ax]1 : 〈a〉x ∈ Sb}. (5.1)

We will proceed to show the statements individually.

1. Let uX , u′X : [A]X → A×X be two splittings of [A]X.

By Lemma 3.18, it is enough to show ∑
(a,x)∈uX [Sb]

ax =
∑

(a,x)∈u′
X [Sb]

ax


1

.
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It follows from Equation 5.1 that

{[ ax]1 : (a, x) ∈ uX [Sb]} = {[ ax]1 : 〈a〉x ∈ Sb} = {[ ax]1 : (a, x) ∈ u′X [Sb]}.

The statement then follows directly from Lemma 4.35 (1).

2. Let π ∈ Perm(A), Sf ∈ Pf(A×X), and Sb ∈ Pf([A]X).

We have to show equality for the equivalence classes of terms

αX(πSf , πSb) =

 ∑
(a,x)∈πSf

ax+
∑

(a,x)∈uX [πSb]

ax


1

and

παX(Sf , Sb) = π

 ∑
(a,x)∈Sf

ax+
∑

(a,x)∈uX [Sb]

ax


1

=

π
 ∑

(a,x)∈Sf

ax+
∑

(a,x)∈uX [Sb]

ax


1

by Proposition 2.12

=

 ∑
(a,x)∈Sf

π(ax) +
∑

(a,x)∈uX [Sb]

π( ax)


1

by Lemma 4.33 (3).

By Lemma 4.35 (1), it is then enough to show equality of the summands in both both
sums: For the first sum, we have

{[(πa)(πx)]1 : (πa, πx) ∈ πSf} = {[(πa)(πx)]1 : (a, x) ∈ Sf} = {[π(ax)]1 : (a, x) ∈ Sf}.

For the second sum, we have

{[ ax]1 : (a, x) ∈ uX [πSb]} = {[ (πa)(πx)]1 : 〈πa, πx〉 ∈ πSb} by Equation 5.1
= {[ (πa)(πx)]1 : 〈a〉x ∈ Sb} by definition
= {[π( ax)]1 : 〈a〉x ∈ Sb} by Definition 3.5
= {[π( ax)]1 : (a, x) ∈ uX [Sb]} by Equation 5.1.

3. Let X,Y ∈ Ob(Nom) and f : X → Y equivariant.

We have to show that, for every F ∈ Pf(A×X) and B ∈ Pf([A]X), M1(f)(αX(Sf , Sb)) =
αY (H(f)(Sf , Sb)).

By explicit computation, we get

M1(f)(αX(Sf , Sb)) = M1(f)

 ∑
(a,x)∈Sf

ax+
∑

(a,x)∈uX [Sb]

ax


1

 by definition of α

=

 ∑
(a,x)∈Sf

ax+
∑

(a,x)∈uX [Sb]

ax

σf


1

by Definition 3.28

=

 ∑
(a,x)∈Sf

(ax)σf +
∑

(a,x)∈uX [Sb]

( ax)σf


1

by Lemma 4.33 (4),
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where σf is defined as in Definition 3.25. On the other hand,

αY (H(f)(Sf , Sb)) = αY ({(a, f(x)) : (a, x) ∈ Sf}, {〈a〉f(x) : 〈a〉x ∈ Sb}︸ ︷︷ ︸
=:S′

b

)

=

 ∑
(a,x)∈Sf

a(f(x)) +
∑

(a,x)∈u[S′
b]

ax


1

.

Once again, by Lemma 4.35 (1), we only need to show equality of the summands in both
sums. By Definition 3.4, we get

{[(ax)σf ]1 : (a, x) ∈ Sf} = {[a(σf (x))]1 : (a, x) ∈ Sf} = {[a(f(x))]1 : (a, x) ∈ Sf},

and for the second sum

{[( ax)σf ]1 : (a, x) ∈ Sb} = {[( ax)σf ]1 : 〈a〉x ∈ Sb} by Equation 5.1
= {[ a(f(x))]1 : 〈a〉x ∈ Sb} by Definition 3.4
= {[ a(x)]1 : 〈a〉x ∈ S′

b} by definition of S′
b

= {[ a(x)]1 : (a, x) ∈ u[S′
b]} by Equation 5.1.

5.1 Capturing the Bar Language

We will proceed to show that the terms produced by the graded semantics capture the bar
language of the RNNA.

First, we will introduce some lemmas to simplify evaluation of the graded monad multiplication.

Lemma 5.3. If w[t]k ∈ Ān × Mk(X) is a pretrace over equivalence classes of terms, then
µnk
X ([w[t]k]n) = [wt]n+k.

Proof. By induction on n.

• For w = ε and n = 0:

µ0k
X ([[t]k]n) = J[t]kKid0 by Definition 3.28

= [t]k by Definition 3.13.

• For w = aw′ with w′ ∈ Ān′, n = n′ + 1:

µnk
X

([
aw′[t]k

]
n

)
= Jaw′[t]kKidn by Definition 3.28
= preF (X),n′+k(a, Jw

′[t]kKidn′) by Definition 3.13

= preF (X),n′+k

(
a, µn′k

X

([
w′[t]k

]
n′

))
by Definition 3.28

= preF (X),n′+k(a, [w
′t]n′+k) by inductive hypothesis

= [aw′t]n+k by Definition 3.19.

• For w = aw′: Analogous to the above case.
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Lemma 5.4. If l ∈ N0 and w1[t1]k, . . . , wl[tl]k ∈ Ān × Mk(X) are pretraces over equivalence
classes of terms, then

µnk
X

([∑l
i=1wi[ti]k

]
n

)
=

[∑l
i=0witi

]
n+k

.

Proof. By induction on l.

• For l = 0:

µnk
X

([∑l
i=1wi[ti]k

]
n

)
= µnk

X ([⊥]n) by definition of Σ

= J⊥Kidn by Definition 3.28
= ⊥F (X),n+k by Definition 3.13
= [⊥]n+k by Definition 3.19.

• For l = l′ + 1:

µnk
X

([∑l
i=1wi[ti]k

]
n

)
= µnk

X

([∑l′

i=1wi[ti]k + wl[tl]k

]
n

)
by definition of Σ

=
r∑l′

i=1wi[ti]k + wl[tl]k

zid

n
by Definition 3.28

= +F (X),n+k

(r∑l′

i=1wi[ti]k

zid

n
, Jwl[tl]kKidn

)
by Definition 3.13

= +F (X),n+k

(
µnk
X

([∑l′

i=1wi[ti]k

]
n

)
, µnk

X ([wl[tl]k]n)
)

by Definition 3.28

= +F (X),n+k

(
µnk
X

([∑l′

i=1wi[ti]k

]
n

)
, [wltl]n+k

)
by Lemma 5.3

= +F (X),n+k

([∑l′

i=1witi

]
n+k

, [wltl]n+k

)
by inductive hypothesis

=
[∑l′

i=1witi + wltl

]
n+k

by Definition 3.19

=
[∑l

i=1witi

]
n+k

by definition of Σ.

We will continue by characterizing the pretraces of RNNAs.

Definition 5.5 (Pretraces of RNNAs). The pretraces generated by a state s ∈ Q of an RNNA
defined by γ : Q → H(Q) are given as

L̂α(s) = {[wq]α̂ : s
w−→ q, w ∈ Ā?, q ∈ Q}.

We also define the pretraces of length n as L̂
(n)
α (s) = {[wq]α̂ ∈ L̂α(s) : |w| = n}.

Lemma 5.6. The pretrace map L̂
(n)
α : Q → (Ān ×Q)/≡̂α is equivariant for all n ∈ N0.
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Proof. Let π ∈ Perm(A). It then follows that

L̂(n)
α (πs) = {[(πw)(πq))]α̂ : πs

πw−−→ πq, πw ∈ Ān, πq ∈ Q} by definition

= {[(πw)(πq)]α̂ : s
w−→ q, w ∈ Ān, q ∈ Q} by equivariance of →

= {π[wq]α̂ : s
w−→ q, w ∈ Ān, q ∈ Q} by Proposition 2.12

= πL̂(n)
α (s) by definition.

The support of a pretrace is limited by the support of the origin state, as shown below:

Lemma 5.7. Let s ∈ Q be a state in an RNNA defined by γ : Q → H(Q). If [wq]α̂ ∈ L̂α(s),
then supp([wq]α̂) = FN(wq) ⊆ supp(s).

Proof. By induction on w.

• For w = ε and n = 0: We have s = q and, by Definition 4.9, FN(q) = FN(s) = supp(s).

• For w = aw′ with w′ ∈ Ān′, n = n′ + 1: Then we have s
a−→ s′

w′
−→ q for some s′ ∈ Q. It

follows that

FN(aw′q) = FN(w′q) ∪ {a} by Definition 4.9
⊆ supp(s′) ∪ {a} by inductive hypothesis
⊆ supp(s) by Proposition 2.22.

• For w = aw′ with w′ ∈ Ān′, n = n′ + 1: Then we have s
a−→ s′

w′
−→ q for some s′ ∈ Q. It

follows that

FN( aw′q) = FN(w′q) \ {a} by Definition 4.9
⊆ supp(s′) \ {a} by inductive hypothesis
⊆ supp(s) by Proposition 2.22.

We can show that the α-pretrace sequence generated by our graded semantics indeed captures
these pretraces.

Theorem 5.8. Let s ∈ Q be a state in an RNNA defined by γ : Q → H(Q). Then

γ(n)(s) =

[∑
wq∈vn

[
L̂
(n)
α (s)

]wq
]
n

,

where vn : (Ān ×Q)/≡̂α → Ān ×Q is any splitting of pretraces, in that [·]α̂ ◦ vn = id.

Proof. By induction on n.

• For n = 0: By definition, we have γ(0)(s) = ηQ(s) = [s]0. On the other hand, →0 is just
the identity relation, and thus L̂

(0)
α (s) = {[s]α̂}. Since, by Proposition 4.13, [s]α̂ = {s},

we know that v0[L̂
(0)
α (s)] = {s}.
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• For n = n′+1: Let γ(s) = (Sf , Sb). Fix a splitting uX : [A]X → (A, X). By computation,
we get

γ(n)(s)

= (by definition of γ(n))

µ1n
Q (M1(γ

(n′))(αQ(γ(s))))

= (by Definition 5.1)

µ1n
Q

M1(γ
(n′))

 ∑
(a,q)∈Sf

aq +
∑

(a,q)∈uX [Sb]

aq


1


= (by Definition 3.28)

µ1n
Q

 ∑
(a,q)∈Sf

aq +
∑

(a,q)∈uX [Sb]

aq

σγ(n′)


1


= (by Lemma 4.33 (4))

µ1n
Q

 ∑
(a,q)∈Sf

(aq)σγ(n′) +
∑

(a,q)∈uX [Sb]

( aq)σγ(n′)


1


= (by Definition 3.4)

µ1n
Q

 ∑
(a,q)∈Sf

a(γ(n
′)(q)) +

∑
(a,q)∈uX [Sb]

a(γ(n
′)(q))


1


= (by inductive hypothesis)

µ1n
Q


 ∑
(a,q)∈Sf

a

 ∑
wr∈vn′ [L̂

(n′)
α (q)]

wr


n′

+
∑

(a,q)∈uX [Sb]

a

 ∑
wr∈vn′ [L̂

(n′)
α (q)]

wr


n′


1


= (by Lemma 5.4) ∑

(a,q)∈Sf

a

 ∑
wr∈vn′ [L̂

(n′)
α (q)]

wr

+
∑

(a,q)∈uX [Sb]

a

 ∑
wr∈vn′ [L̂

(n′)
α (q)]

wr



n

= (by Lemma 4.33 (1) and (2)) ∑
(a,q)∈Sf

∑
wr∈vn′ [L̂

(n′)
α (q)]

awr +
∑

(a,q)∈uX [Sb]

∑
wr∈vn′ [L̂

(n′)
α (q)]

awr


n

= (by Lemma 4.36) ∑
(a,q)∈Sf ,wr∈vn′ [L̂

(n′)
α (q)]

awr +
∑

(a,q)∈uX [Sb],wr∈vn′ [L̂
(n′)
α (q)]

awr


n

.

We will now show that this matches the given description. By Lemma 4.35 (1) and (2),
it is enough to show that

S := {[awr]n : (a, q) ∈ Sf , wr ∈ vn′ [L̂(n′)
α (q)]} ∪ {[ awr]n : (a, q) ∈ uX [Sb], wr ∈ vn′ [L̂(n′)

α (q)]}
= {[wr]α̂ : wr ∈ vn[L̂

(n)
α (s)]} = L̂(n)

α (s).
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First, assume that (a, q) ∈ Sf and wr ∈ vn′ [L̂
(n′)
α (q)]. It follows that [wr]α̂ ∈ L̂

(n′)
α (q). By

definition of Sf and L̂
(n′)
α , we have s

a−→ q
w−→ r and thus [awr]α̂ ∈ L̂

(n)
α (s).

Now, assume that (a, q) ∈ uX [Sb] and wr ∈ vn′ [L̂
(n′)
α (q)]. It follows that 〈a〉q ∈ Sb

and [wr]α̂ ∈ L̂
(n′)
α (q). By definition of Sb and L̂

(n′)
α , we have s

a−→ q
w−→ r and thus

[ awr]n ∈ L̂
(n)
α (s).

Conversely, assume wr ∈ vn[L̂
(n)
α (s)].

If w = aw′ for a ∈ A and w′ ∈ Ān′ , then there exists some q ∈ Q with s
a−→ q

w′
−→ r and

thus (a, q) ∈ Sf with [w′r]α̂ ∈ L̂
(n′)
α (q). So there is an x ∈ vn′ [L̂

(n′)
α (s)] with [x]α̂ = [w′r]α̂.

It follows from Proposition 4.13 (2) that [aw′r]α̂ = [ax]α̂ ∈ S.

If w = aw′ for a ∈ A and w′ ∈ Ān′ , then there exists some q ∈ Q with s
a−→ q

w′
−→ r

and thus 〈a〉q ∈ Sb with [w′r]α̂ ∈ L̂
(n′)
α (q). Then uX(〈a〉q) = (a′, q′) ∈ uX [Sb] with

〈a〉q = 〈a′〉q′. By Proposition 2.8, we need to consider two cases:

– If a = a′ and q = q′: Then [ aw′r]α̂ ∈ S follows similar to the above case.

– If a 6= a′, a′#q, and q′ = (a a′)q: By Lemma 5.7, a′ /∈ FN(w′r) ⊆ supp(q). By
Lemma 5.6, we get [(a a′)(w′r)]α̂ = (a a′)[w′r]α̂ ∈ L̂

(n′)
α ((a a′)q) = L̂

(n′)
α (q′). So

there exists an x ∈ vn[L̂
(n)
α (q′)] with [x]α̂ = [(a a′)(w′r)]α̂. Finally, it follows from

Proposition 4.13 (4) and (3) that [ aw′r]α̂ = [ a′((a a′)(w′r))]α̂ = [ a′x]α̂ ∈ S.

5.2 Capturing Local Freshness Semantics

To show the correctness of our graded semantics, we still need to show that our definition of
alpha-equivalence on pretraces over 1 and alpha-equivalence on bar strings are the same.

Proposition 5.9. Let X = 1 = {?} and w, v ∈ Ān be bar strings. Then (w, ?) ≡̂α (v, ?) iff
w ≡α v.

Proof. ’If’: Assume that w ≡α v. Since ≡̂α is an equivalence, we only need to consider the
case w = u ax and v = u a′x′ with 〈a〉x = 〈a′〉x′ in [A]Ā?, where u ∈ Ām and x, x′ ∈ Āk with
n = m+ 1 + k.

It follows from Proposition 2.8 that there are only two cases:

• If a = a′ and x = x′: Then we have w = u ax = u a′x′ = v and, because ≡̂α is an
equivalence, (w, ?) ≡̂α (v, ?).

• If a 6= a′, a#x′, and x = (a a′)x′: Since ≡̂α is an equivalence, we have (x, ?)≡̂α((a a′)x′, ?).
Then, since a /∈ FN((x′, ?)) ⊆ supp(x′), it follows from Proposition 4.13 (4) that ( ax, ?)≡̂α

( a′x′, ?).

By applying Proposition 4.13 (2) or (3) m times respectively, we get

(w, ?) = (u ax, ?) ≡̂α (u a′x′, ?) = (v, ?).

’Only if:’ We will proceed by induction on m to show a stronger statement: If (w, ?) ≡̂α (v, ?),
then uw ≡α uv for every u ∈ Ā? (especially for u = ε).

• For m = 0: We have w = v = ε and, because ≡α is an equivalence, uw = u ≡α u = uv.
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• For m = m′ + 1: It follows from Proposition 4.13 that we only need to consider three
cases:

– If w = aw′ and v = av′ with (w′, ?) ≡̂α (v′, ?): We set ũ = ua and, by applying the
inductive hypothesis with ũ, we get uw = uaw′ = ũw′ ≡α ũv′ = uav′ = uv.

– If w = aw′ and v = av′ with (w′, ?) ≡̂α (v′, ?): We set ũ = u a and, by applying the
inductive hypothesis with ũ, we get uw = u aw′ = ũw′ ≡α ũv′ = u av′ = uv.

– If w = aw′ and v = bv′ with a 6= b, a /∈ FN((v′, ?)), and (w′, ?) ≡̂α ((a b)v′, ?):
It follows from Lemma 4.12 with N = {a} that there exists an ṽ′ ∈ Ām′ with
(v′, ?) ≡̂α (ṽ′, ?) and a#ṽ′. Note that, by Proposition 2.8, we have

〈a〉(a b)ṽ′ = 〈b〉ṽ′. (5.2)

By equivariance of ≡̂α, we get (w′, ?) ≡̂α ((a b)ṽ′, ?). It now follows that

uw = u aw′ by assumption
≡α u a((a b)ṽ′) by inductive hypothesis with ũ = u a

≡α u bṽ′ by definition of ≡α and Equation 5.2
≡α u bv′ by inductive hypothesis with ũ = u b

= uv by assumption.

With this, we can show that the α-trace sequence generated by our graded semantics captures
the local freshness semantics of RNNAs.

Theorem 5.10. Let s ∈ Q be a state in an RNNA defined by γ : Q → H(Q) and n ∈ N0. Then

Φn(Mn(!)(γ
(n)(s))) = {(w, ?) : w ∈ D(Lα(s)), |w| = n}.

Proof. We fix a splitting vn : (Ān ×Q)/≡̂α → Ān ×Q.

By computation, we get

Mn(!)(γ
(n)(s)) = Mn(!)

([∑
wq∈vn[L̂(n)

α (s)]
wq

]
n

)
by Theorem 5.8

=
[(∑

wq∈vn[L̂(n)
α (s)]

wq
)
σ!

]
n

by Definition 3.28

=
[∑

wq∈vn[L̂(n)
α (s)]

(wq)σ!

]
n

by Lemma 4.33 (4)

=
[∑

wq∈vn[L̂(n)
α (s)]

w(!(q))
]
n

by Definition 3.4

=
[∑

wq∈vn[L̂(n)
α (s)]

w?
]
n

by definition of !.

It then follows that

Φn(Mn(!)(γ
(n)(s))) =

⋃
wq∈vn[L̂(n)

α (s)]

D̂([(w, ?)]α̂) by Proposition 4.38

= {(x, ?) ∈ D̂([(w, ?)]α̂) : wq ∈ vn[L̂
(n)
α (s)]}.

So assume (x, ?) ∈ D̂([(w, ?)]α̂) with wq ∈ vn[L̂
(n)
α (s)]. It follows that [wq]α̂ ∈ L̂

(n)
α (s). By

definition of L̂
(n)
α , we know that s

w′
−→ q′ with [w′q′]α̂ = [wq]α̂ and thus [w′]α ∈ Lα(s). It
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furthermore follows from Proposition 4.16 that [(w′, ?)]α̂ = [(w, ?)]α̂ and, by Proposition 5.9,
[w]α = [w′]α ∈ Lα(s).

Since (x, ?) ∈ D̂([(w, ?)]α̂), we also have (x, ?) = ûb((x̃, ?)) for some (x̃, ?) ∈ [(w, ?)]α̂ and thus
x = ub(x̃). It follows from Proposition 5.9 that [x̃]α = [w]α. By Definition 2.20, we can conclude
that x = ub(x̃) ∈ D(Lα(s)).

Conversely, assume w ∈ D(Lα(s)) with |w| = n. By Definition 2.20, we know that w = ub(w̃)

for some w̃ ∈ Lα(s). So there exists a state q ∈ Q with s
w̃−→ q. It follows that [w̃q]α̂ ∈

L̂
(n)
α (s), and thus w′q′ ∈ vn[L

(n)(s)] with [w′q′]α̂ = [w̃q]α̂. It follows from Proposition 4.16 that
[(w′, ?)]α̂ = [(w̃, ?)]α̂. We can then conclude that (w, ?) = ûb((w̃, ?)) ∈ D̂([(w′, ?)]α̂).

Corollary 5.11. Let q ∈ Q and s ∈ S be states in the RNNAs defined by γ : Q → H(Q)
and δ : S → H(S). The states q and s are α-trace equivalent in the graded semantics iff
D(Lα(q)) = D(Lα(s)).

Proof. First, we note that

D(Lα(x)) =
⋃

n∈N0

{w ∈ D(Lα(x)) : |w| = n}, (5.3)

where the individual subsets are disjoint.

It then follows that

q and s α-trace equivalent
⇔ ∀n ∈ N0. Mn(!)(γ

(n)(q)) = Mn(!)(δ
(n)(s)) by definition

⇔ ∀n ∈ N0. Φn(Mn(!)(γ
(n)(q))) = Φn(Mn(!)(δ

(n)(s))) by Theorem 4.40
⇔ ∀n ∈ N0. {w ∈ D(Lα(q)) : |w| = n} = {w ∈ D(Lα(s)) : |w| = n} by Theorem 5.10
⇔ D(Lα(q)) = D(Lα(s)) by Equation 5.3.
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6 Conclusion

In this work, we have demonstrated how the trace semantics of RNNAs under local freshness
can be described in the framework of graded monads. To achieve this, we have first introduced a
notion of graded theories on the category of nominal sets. This falls in line with similar work that
has been done for other categories [For+25; FMS20]. By first defining nominal graded theories
in a more general setting and showing that, for every such graded theory, a graded monad on
Nom arises from an adjunction (as shown in Corollary 3.29), we have built a framework which
could be used or extended to express other semantics.

The actual graded theory for the local freshness semantics was then constructed by first defin-
ing a suitable semantics for a single pretraces of an RNNA. By defining alpha-equivalence on
pretraces, taking into account the support of the poststate, we were able to show that the
interpretation is injective from the equivalence classes of pretraces modulo alpha-equivalence
(see Proposition 4.19). This interpretation was then extended to sum terms, which are able to
capture all of the alternative pretraces that can be produced by a state in an RNNA, using the
fact that RNNAs are finitely branching up to alpha-equivalence. We were also able to show that
this extended interpretation is also injective (see Theorem 4.40). Finally, we have shown that
by ”forgetting” the poststates of those pretraces, we get exactly the traces under local freshness
semantics (see Proposition 5.9). With this, we were able to conclude that our graded semantics
captures exactly the local freshness trace semantics of RNNAs (see Corollary 5.11).

Furthermore, since we have given an explicit algebraic description of the graded theory in which
all operations and equations are at most depth-1, it follows from Theorem 3.36 that the induced
graded monad is also depth-1. Once again, by showing the depth-1 property for graded monads
induced by arbitrary depth-1 graded theories, this could be used as a foundation for other
depth-1 graded theories as well.

Although we have defined the interpretation of pretrace terms as a model F ′(X) in Defini-
tion 4.20, this definition does not yield a functor in the expected way, as seen in Example 4.27.
A possible next step is to give an alternative definition of a functor Nom → Alg(T, n) for our
graded theory and thus give an alternative definition of the graded monad, similar to the one
seen in Example 2.25 for the trace semantics of LTS. This would also be useful for extending
the definition of the functor H to use ufs sets as in the original work instead of finite sets.

77





Bibliography

[DMS20] Ulrich Dorsch, Stefan Milius, and Lutz Schröder. Graded Monads and Graded Logics
for the Linear Time – Branching Time Spectrum. Oct. 20, 2020. doi: 10.48550/
arXiv.1812.01317. arXiv: 1812.01317[cs]. url: http://arxiv.org/abs/1812.
01317 (visited on 02/09/2025).

[FKM16] Soichiro Fujii, Shin-ya Katsumata, and Paul-André Melliès. “Towards a Formal The-
ory of Graded Monads”. In: Foundations of Software Science and Computation Struc-
tures. Ed. by Bart Jacobs and Christof Löding. Vol. 9634. Series Title: Lecture Notes
in Computer Science. Berlin, Heidelberg: Springer Berlin Heidelberg, 2016, pp. 513–
530. isbn: 978-3-662-49629-9 978-3-662-49630-5. doi: 10.1007/978-3-662-49630-
5_30. url: http://link.springer.com/10.1007/978-3-662-49630-5_30 (visited
on 04/14/2025).

[FMS20] Chase Ford, Stefan Milius, and Lutz Schröder. Behavioural Preorders via Graded
Monads. Version Number: 3. 2020. doi: 10.48550/ARXIV.2011.14339. url: https:
//arxiv.org/abs/2011.14339 (visited on 04/12/2025).

[For+25] Jonas Forster et al. “Quantitative Graded Semantics and Spectra of Behavioural
Metrics”. In: LIPIcs, Volume 326, CSL 2025 326 (2025), 33:1–33:21. issn: 1868-
8969. doi: 10.4230/LIPIcs.CSL.2025.33. arXiv: 2306.01487[cs]. url: http:
//arxiv.org/abs/2306.01487 (visited on 06/18/2025).

[Gab08] M. J. Gabbay. “Nominal Algebra and the HSP Theorem”. In: Journal of Logic and
Computation 19.2 (Aug. 14, 2008), pp. 341–367. issn: 0955-792X, 1465-363X. doi:
10.1093/logcom/exn055. url: https://academic.oup.com/logcom/article-
lookup/doi/10.1093/logcom/exn055 (visited on 02/09/2025).

[MPS15] Stefan Milius, Dirk Pattinson, and Lutz Schröder. “Generic Trace Semantics and
Graded Monads”. In: LIPIcs, Volume 35, CALCO 2015 35 (2015). In collab. with
Lawrence S. Moss and Pawel Sobocinski. Artwork Size: 17 pages, 487152 bytes ISBN:
9783939897842 Medium: application/pdf Publisher: Schloss Dagstuhl – Leibniz-Zentrum
für Informatik, pp. 253–269. issn: 1868-8969. doi: 10.4230/LIPICS.CALCO.2015.
253. url: https://drops.dagstuhl.de/entities/document/10.4230/LIPIcs.
CALCO.2015.253 (visited on 02/09/2025).

[NSV04] Frank Neven, Thomas Schwentick, and Victor Vianu. “Finite state machines for
strings over infinite alphabets”. In: ACM Transactions on Computational Logic 5.3
(July 2004), pp. 403–435. issn: 1529-3785, 1557-945X. doi: 10 . 1145 / 1013560 .
1013562. url: https://dl.acm.org/doi/10.1145/1013560.1013562 (visited on
08/01/2025).

[Pit13] A. M. Pitts. Nominal sets: names and symmetry in computer science. Cambridge
tracts in theoretical computer science 57. OCLC: ocn826076032. Cambridge ; New
York: Cambridge University Press, 2013. 276 pp. isbn: 978-1-107-01778-8.

[Rut00] J.J.M.M. Rutten. “Universal coalgebra: a theory of systems”. In: Theoretical Com-
puter Science 249.1 (Oct. 2000), pp. 3–80. issn: 03043975. doi: 10.1016/S0304-
3975(00)00056-6. url: https://linkinghub.elsevier.com/retrieve/pii/
S0304397500000566 (visited on 08/01/2025).

79

https://doi.org/10.48550/arXiv.1812.01317
https://doi.org/10.48550/arXiv.1812.01317
https://arxiv.org/abs/1812.01317 [cs]
http://arxiv.org/abs/1812.01317
http://arxiv.org/abs/1812.01317
https://doi.org/10.1007/978-3-662-49630-5_30
https://doi.org/10.1007/978-3-662-49630-5_30
http://link.springer.com/10.1007/978-3-662-49630-5_30
https://doi.org/10.48550/ARXIV.2011.14339
https://arxiv.org/abs/2011.14339
https://arxiv.org/abs/2011.14339
https://doi.org/10.4230/LIPIcs.CSL.2025.33
https://arxiv.org/abs/2306.01487 [cs]
http://arxiv.org/abs/2306.01487
http://arxiv.org/abs/2306.01487
https://doi.org/10.1093/logcom/exn055
https://academic.oup.com/logcom/article-lookup/doi/10.1093/logcom/exn055
https://academic.oup.com/logcom/article-lookup/doi/10.1093/logcom/exn055
https://doi.org/10.4230/LIPICS.CALCO.2015.253
https://doi.org/10.4230/LIPICS.CALCO.2015.253
https://drops.dagstuhl.de/entities/document/10.4230/LIPIcs.CALCO.2015.253
https://drops.dagstuhl.de/entities/document/10.4230/LIPIcs.CALCO.2015.253
https://doi.org/10.1145/1013560.1013562
https://doi.org/10.1145/1013560.1013562
https://dl.acm.org/doi/10.1145/1013560.1013562
https://doi.org/10.1016/S0304-3975(00)00056-6
https://doi.org/10.1016/S0304-3975(00)00056-6
https://linkinghub.elsevier.com/retrieve/pii/S0304397500000566
https://linkinghub.elsevier.com/retrieve/pii/S0304397500000566


[Sch+21] Lutz Schröder et al. Nominal Automata with Name Binding. Jan. 21, 2021. doi:
10.48550/arXiv.1603.01455. arXiv: 1603.01455[cs]. url: http://arxiv.org/
abs/1603.01455 (visited on 02/09/2025).

80

https://doi.org/10.48550/arXiv.1603.01455
https://arxiv.org/abs/1603.01455 [cs]
http://arxiv.org/abs/1603.01455
http://arxiv.org/abs/1603.01455

	Introduction
	Preliminaries
	Nominal Sets
	Nominal Automata with Name Binding
	Graded Semantics

	Graded Theories over Nominal Sets
	Syntax
	A Derivation System
	Nominal Algebras and Models
	Free Models of Graded Theories
	Inducing a Graded Monad
	Depth-1 Graded Monads

	Describing Local Freshness Semantics
	Words and Alpha-Equivalence
	Free Names
	An Alternative Definition of Alpha-Equivalence
	Injectivity for Local Freshness Semantics

	Local Freshness Semantics as a Model
	Interpretation of Sums

	Graded Semantics for RNNAs
	Capturing the Bar Language
	Capturing Local Freshness Semantics

	Conclusion

